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Abstract

Programming education is crucial in fostering critical thinking, problem-solving abilities, and cre-
ativity of students. These skills empower them to explore a broad range of career paths after
graduations. Consequently, computer programming has become a pivotal subject in universities
and professional schools. As a result, many universities and professional schools are offering pro-
gramming courses to train future programming engineers.

To support self-studies of novice students in Java programming, we have developed a web-
based Java Programming Learning Assistant System (JPLAS) and implemented the personal an-
swer platform on Node.js that will be distributed to students via Docker. JPLAS provides several
types of exercise problems that have different learning goals for code reading and code writing
skills. It is crucial for students to develop the abilities of reading source codes effectively as they
directly impact their proficiency in writing source codes correctly.

In JPLAS, the code writing problem (CWP) asks a student to write a source code to pass the
given test code where the correctness is verified by running them on JUnit. Previously, we im-
plemented the answer platform for students to solve CWP assignments with the automatic runs.
However, the teacher needs to run the test codes and the source codes one by one manually at the
marking process. This load is very large for the teacher. Therefore, in this thesis, I present the
study of answer code validation program for CWP in JPLAS.

As the first contribution of the thesis, I implement the answer code validation program to help
teacher works in assigning a lot of CWP assignments to students in a Java programming course
in a university or professional school. This program automatically tests and verifies all the source
codes that are made to pass the tests in a test code, and reports the number of tests that each source
code could pass with the CSV file. By looking at the summary of the test results of all the students,
the teacher can easily grasp the progress of students and grade them.

As the second contribution of the thesis, I propose the intermediate state testing in the test code
for data structure and algorithms assignments. Against the assignment request, a student may use
the library without implementing the correct logic/algorithm in the source codes. If a student
implements a different logic or algorithm including the use of library, the conventional test code
cannot find it. To improve problem-solving skills and develop strong foundations in algorithmic
thinking, the intermediate state testing can check the randomly selected intermediate state of the
important variables during the execution of the logic/algorithm.

As the third contribution of the thesis, I implement the test data generation algorithm. The
fixed test data in the test code may lead to the issue of cheating, where a student may rely on the
limited set of test cases to write the source code without truly understanding the concepts. The test
data generation algorithm identifies the data type, randomly generates a new data with this data
type, and replaces it for each test data in the test code, so that the source code can be tested with
various input data in the test code. By dynamically changing the test data, it is expected to reduce
the risk of cheating and enhance the validity of CWP assignments.
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As the fourth contribution of the thesis, I implement the naming rules checking function in
the answer code validation program for CWP in JPLAS for novice students, to master writing
readable codes using proper names for variables, classes, and methods in Java programming. To
master writing readable codes using proper names for variables, classes, and methods is crucial in
Java programming, to improve understandability and maintainability for the novice students. The
naming rules checking function finds the naming errors in the source code. It is also implemented
in the answer platform so that a student can write a code while checking the rules. The students
will master in writing readable codes using proper names for variables, classes, and methods at
the early stage of programming studies.

In current societies, web application systems take central roles in computer systems. Thus, web
client programming using JavaScript has increased values to add dynamic features and functions in
web pages by well working with HTML and CSS. However, due to the fact that most web pages are
written with the combination of JavaScript, HTML, and CSS, the current type of exercise problem
available in JSPLAS may not be suitable for studying web client programming. Therefore, in this
thesis, I present the study of code modification problem (CMP) as the new exercise problem type in
JSPLAS for effective self-study of web client-side and server-side programming using JavaScript.

As the fifth contribution of the thesis, I propose a code modification problem (CMP) as a
new type of exercise problem in JavaScript Programming Learning Assistant System (JSPLAS),
to study web client-side and server-side programming using JavaScript. The goal of CMP is for
the students to carefully read the source code and comprehend how to use the components and
functions through modifying parameters, values, or messages. The CMP instance gives a source
code using the functions to be studied and the screenshot of the web page generated by it. Then, it
requests to modify the code to generate another web page given by the screenshot. The correctness
of any answer is checked through string matching with the correct one.

In future works, we will study test codes for other logic or algorithms in mathematics, physics,
and engineering topics, generate new assignments for other Java grammar topics, and apply naming
rules checking function to students in Java programming courses for the readability and efficiency
of the codes. Besides, we will study CMP for other topics and investigate the effectiveness.
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Chapter 1

Introduction

1.1 Background for Java Study
Programming education is crucial in fostering critical thinking, problem-solving abilities, and cre-
ativity of students. These skills empower them to explore a broad range of career paths after
graduations. Consequently, computer programming has become a pivotal subject in universities
and professional schools. As a result, many universities and professional schools are offering pro-
gramming courses to train future programming engineers.

For decades, Java has been widely employed in various industries as a dependable and adapt-
able object-oriented programming language [1]. Its utilization has involved critical systems within
large enterprises as well as smaller embedded systems. The demand for skilled Java programmers
remains high among IT companies, leading to a growing number of academic institutions and
professional institutions, which are providing Java programming courses to fulfill this need.

To support self-studies of novice students in Java programming, Java Programming Learning
Assistant System (JPLAS) has been developed. The personal answer platform on Node.js [2], which
will be distributed to students on Docker [3], has been implemented [4]. JPLAS provides several
types of exercise problems with automatic marking functions that have different learning goals.
It is expected that the exercise problems in JPLAS will gradually progress the learning stages of
students. JPLAS can cover self-studies of Java programming at different levels by novice students.

In the process of studying programming, novice students should start it by solving uncom-
plicated and concise exercise problems that focus on code reading studies. It enables them to
comprehend and grasp the programming language’s grammar and concepts. After they have ac-
quired basic knowledge and skills from code reading studies, they should move to code writing
studies. It is crucial for students to develop the abilities of reading source codes effectively as they
directly impact their proficiency in writing source codes correctly.

To support the novice students’ progressive programming study, JPLAS provides the following
types of exercise problems. By solving these problems in this order, it is expected for the students
to gradually advance their programming levels by themselves.

1. Grammar-concept Understanding Problem (GUP) gives questions about the concepts of im-
portant keywords, including reserved words and commonly used libraries in the program-
ming language, in the provided source code. It focuses on keywords and libraries in the
source code [5].

2. Value Trace Problem (VTP) requires analyzing codes to determine the output values and
output messages of the variables in the given source code [6].

1



3. Mistake Correction Problem (MCP) requests to correct the mistaken element in the source
code. It is for the study of code debugging [7].

4. Element Fill-in-blank Problem (EFP) requests to complete the missing elements in the given
source code in order to gain the original source code [8].

5. Code Completion Problem (CCP) involves correcting errors and filling in missing elements
in the provided source code in order to debug and complete the original source code [9].

6. Phrase Fill-in-blank Problem (PFP) requests to fill in each blank by the original set of ele-
ments or the message in the source code [10].

7. Code Writing Problem (CWP) requests to write a source code that can pass the given test
code [11].

For any exercise problem of them, the correctness of the answer from a student is verified
automatically. The correctness of the student answer is checked through string matching with
the correct one for GUP, VTP, MCP, EFP, CCP and PFP, and through unit testing for CWP. In
JPLAS, students should solve the code reading related problems first to understand the definitions
of the keywords and control flows in source codes. Then, they should solve the code writing related
problems to allow writing full source codes by themselves.

In JPLAS, the code writing problem (CWP) asks a student to write a source code to pass the
given test code where the correctness is verified by running them on JUnit. Previously, we im-
plemented the answer platform for students to solve CWP assignments with the automatic runs.
However, the teacher needs to run the test codes and the source codes one by one manually at the
marking process. This load is very large for the teacher.

1.2 Background for JavaScript Study
Nowadays, JavaScript has become popular in web programming using Node.js, since it can be
used on both client and server sides to make web pages interactive in a web application system
[12]. JavaScript is adopted in 97% websites in the world, making it the most popular client-
side and server-side scripting language for web client programming. By combining the common
web technology by the Hyper Text Markup Language (HTML) and Cascading Style Sheets (CSS)
, JavaScript can provide dynamic features on a web page. The structure and meaning of the
page are provided in HTML. The layout, background colors, and fonts used in HTML content are
described in CSS. Then, the document object model (DOM) is used for JavaScript interactions with
them. Therefore, web client programming using JavaScript has increased values to add dynamic
features and functions in web pages by well working with HTML and CSS. To support self-studies
of JavaScript programming, JavaScript Programming Learning Assistant System (JSPLAS) has
studied by modifying JPLAS for Java programming.

However, due to the fact that most web pages are written with the combination of JavaScript,
HTML, and CSS, any type of the exercise problem currently available in JSPLAS may not be
suitable for studying web programming. After studying each language separately, students must
be able to relate them in the source code in client-side programming and server-side programming.
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1.3 Contributions
Motivated by the above-mentioned problems, this thesis presents the answer code validation for
code writing problem in Java with three features and code modification problems in JavaScript
programming.

As the first contribution of the thesis, I implement the answer code validation program to help
teacher works in assigning a lot of CWP assignments to students in a Java programming course
in a university or professional school. This program automatically tests and verifies all the source
codes that are made to pass the tests in a test code, and reports the number of tests that each source
code could pass with the CSV file. By looking at the summary of the test results of all the students,
the teacher can easily grasp the progress of students and grade them.

As the second contribution of the thesis, I propose the intermediate state testing in the test
code for fundamental algorithms assignments. Against the assignment request, a student may
use the library without implementing the correct logic/algorithm in the source codes. If a student
implements a different logic or algorithm including the use of library, the conventional test code
cannot find it. To improve problem-solving skills and develop strong foundations in algorithmic
thinking, the intermediate state testing can check the randomly selected intermediate state of the
important variables during the execution of the logic/algorithm.

As the third contribution of the thesis, I implement the test data generation algorithm. The
fixed test data in the test code may lead to the issue of cheating, where a student may rely on the
limited set of test cases to write the source code without truly understanding the concepts. The test
data generation algorithm identifies the data type, randomly generates a new data with this data
type, and replaces it for each test data in the test code, so that the source code can be tested with
various input data in the test code. By dynamically changing the test data, it is expected to reduce
the risk of cheating and enhance the validity of CWP assignments.

As the fourth contribution of the thesis, I implement the naming rules checking function in
the answer code validation program for CWP in JPLAS for novice students, to master writing
readable codes using proper names for variables, classes, and methods in Java programming. To
master writing readable codes using proper names for variables, classes, and methods is crucial in
Java programming, to improve understandability and maintainability for the novice students. The
naming rules checking function finds the naming errors in the source code. It is also implemented
in the answer platform so that a student can write a code while checking the rules. The students
will master in writing readable codes using proper names for variables, classes, and methods at
the early stage of programming studies.

As the fifth contribution of the thesis, I propose a code modification problem (CMP) as a
new type of exercise problem in JavaScript Programming Learning Assistant System (JSPLAS),
to study web client-side and server-side programming using JavaScript. The goal of CMP is for
the students to carefully read the source code and comprehend how to use the components and
functions through modifying parameters, values, or messages. The CMP instance gives a source
code using the functions to be studied and the screenshot of the web page generated by it. Then, it
requests to modify the code to generate another web page given by the screenshot. The correctness
of any answer is checked through string matching with the correct one.

1.4 Contents of Dissertation
The remaining part of this thesis is organized as follows.
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Chapter 2 reviews the overview the web-based Java Programming Learning Assistant System
(JPLAS).

Chapter 3 presents the answer code validation program in JPLAS.
Chapter 4 presents the intermediate state testing for fundamental algorithm assignments.
Chapter 5 presents the dynamic test data generation algorithm for test codes.
Chapter 6 presents the naming rules checking function in code validation program.
Chapter 7 proposes the code modification problem (CMP) for client-side programming using

JavaScript in JSPLAS.
Chapter 8 proposes the code modification problem (CMP) for server-side programming using

JavaScript in JSPLAS.
Chapter 9 presents previous works related to this thesis.
Finally, Chapter 10 concludes this thesis with some future works.

4



Chapter 2

Overview of Java Programming Learning
Assistant System (JPLAS)

This chapter provides an overview of the web-based Java Programming Learning Assistant System
(JPLAS).

2.1 System Architecture
JPLAS allows educators to provide programming exercises to the students, as depicted in Fig-
ure 2.1. This web-based architecture includes the teacher support functions and the student support
functions. The teacher support functions encompass the practice problem generation, the assign-
ment generation, and the student learning performance reference. The student support functions
include the assignment view, the problem view, the problem solution, the hint reference, and the
score reference by automatic marking.

Figure 2.1: JPLAS architecture.

The software architecture of JPLAS follows the MVC model as the common architecture of the
web application system. It is noted that the OS can be Linux, Windows or Mac. For the model
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(M) part of the MVC model, Java is used to run JUnit for testing the answer source codes from
students. The file system is used to manage the data where every data is provided by a file. For
the view (V) part, Embedded JavaScript (EJS) is used as the template engine, rather than the usual
template engine of Express.js (a web application framework for Node.js). For the control (C) part,
Node.js and Express.js are adopted as the server-side technologies, where JavaScript is used to
implement the programs.

2.1.1 Operation Flow
The operation flow of the answering function in JPLAS involves the following steps:

1. Assignment generation: a teacher collects Java source codes for exercises, and generate the
files for new assignments by running the corresponding generator or manually.

2. Assignment distribution: the teacher distributes the assignment files to the students by using
a file server.

3. Assignment answering: a student downloads the JPLAS Docker image from Docker Hub,
installs it on his/her PC, and answers the problem instances in the assignments using a web
browser without the Internet connections.

4. Answering result submission: a student submits the final answers to the teacher using the
file server or an email.

5. Answering result upload: the teacher stores the answers from the students at the correspond-
ing folders in his/her PC for managements.

2.1.2 Distributed Files
Table 2.1 outlines the files to be distributed to the students for assignment answering. These files
are necessary for the problem view, the answer marking, and the answer storage.

Table 2.1: Files for distribution in JPLAS.

File name Outline
css CSS file for Web browser

index.html HTML file for Web browser
page.html HTML file for correct answers

jplas2015.js js file for reading the problem list
distinction.js js file for checking the correctness of answer

jquery.js js file for use of jQuery
sha256 js file for use of SHA256

storage.js js file for Web storage
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2.1.3 Cheating Prevention
To prevent disclosing the correct answers to the students, their hash values by SHA256 [13] are
distributed. In addition, to avoid generating the same hash values for the same correct answers, the
assignment ID and the problem ID are concatenated with each correct answer before hashing. This
ensures that identical correct answers for different blanks are converted to different hash values,
maintaining independence between the blanks.

2.2 Implemented Problem Types
JPLAS provides various types of practices to cover different learning stages of Java programming:

• Grammar-concept Understanding Problem (GUP) asks a student to find the corresponding
keyword appearing in the source code based on the provided question, where each question
describes the meaning of the keyword.

• Value trace problem (VTP) questions the output values of the given source code that can be
related to important variables and output messages.

• Element Fill-in-blank Problem (EFP) asks a student to fill the missing element in the blank
with the appropriate words.

• Code completion problem (CCP) asks a student to fill several missing elements in the blank
like EFP but does not specify the locations. Then, each question requests to find the location
of a missing element in the code and fill in it with the proper one.

• Code Writing Problem (CWP) asks a student to write a source code that passes the test code
given in the assignment where the correctness is verified by running them on JUnit.

For any exercise problem, the correctness of the answer from a student is verified automatically.
The correctness of the student answer is checked through string matching with the correct one for
GUP, VTP, EFP, and CCP, and through unit testing for CWP.

2.3 Code Writing Problem (CWP)
The Code Writing Problem (CWP) assignment is comprised a statement along with a test code,
which is given by the teacher. In CWP, students are tasked with writing source code that satisfies
predefined test cases contained in the test code. Code testing is employed to validate the correctness
and accuracy of the students’ source code, utilizing JUnit to execute the test code alongside with
the source code. To ensure the accurate implementation of the source code, the students should
follow the detailed specifications provided in the test code.

To generate a new assignment for CWP, the teacher needs to perform the following operations.

1. Create the problem statement and prepare the input data for the assignment,

2. Collect the correct answer source code as a model source code for the assignment,

3. Execute the model source code to obtain the expected output data,
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4. Prepare the test code from the input and output data to make test cases, and describe the
required information for implementing the source code, and

5. Register the test code and the problem statement for the new assignment.

2.3.1 JUnit
In order to facilitate code testing, an open-source Java framework JUnit is utilized, aligning with
the test-driven development (TDD) approach. JUnit can help the automatic unit test of a source
code for a class. Java programmers can use it quite easily because it has been designed with the
user-friendly style for Java. With JUnit, performing a test is simplified through the usage method
in the library whose name starts with “assert”. In the case of CWP, the test code adopts the
“assertEquals” method that compares the output generated by executing the source code with the
expected output data for a given set of input data.

2.3.2 Test Code
A test code is written by using the library in JUnit. The following myAdd class source code is
used to explain how to write a test code. This myAdd class returns the summation of two integer
arguments.

1 public class myAdd {
2 public int plus (int a, int b) {
3 return (a+b);
4 }
5 }

The following test code should be written to test the plus method in the myAdd class.

1 import static org.junit.Assert.*;
2 import org.junit.Test;
3 public class myAddTest {
4 @Test
5 public void testPlus(){
6 myAdd ma = new myAdd();
7 int result = ma.plus(1,4);
8 assertEquals(5, result);
9 }

10 }

The test code imports the JUnit packages containing test methods at lines 1 and 2, and declares
the myAddTest class at line 3. @Test at line 4 indicates that the succeeding testPlus method repre-
sents the test case, which describes the procedure for testing the output of the plus method. This
test is performed as follows:

1. The ma object for the myAdd class in the source code is generated in the test code.

2. The plus method of the ma object is called with the arguments for the input data 1 and 4.

3. The result of the method result is compared with the expected output data 5 using the as-
sertEquals method.
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2.3.3 Answer Interface of CWP
Figure 3.2 illustrates the answer interface to solve an CWP assignment on a web browser. The
right side of the interface shows the test code of the assignment. The left side shows the input
space to write the answer source code. A student needs to write the code to pass all the tests in
the test code while looking at it. After completing the source code, the student needs to submit it
to the system by clicking the “Submit” button. Then, the code testing is applied immediately by
compiling the source code and running the test code with it on JUnit and returns the test results at
the lower side of the interface.

Figure 2.2: CWP answer interface.

2.4 Summary
This chapter overviewed the Java programming Learning Assistant System (JPLAS). It discussed
the software architecture of the JPLAS implementation, the answering function in JPLAS, several
types of exercise problems, and the details of the Code Writing Problem (CWP).
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Chapter 3

Answer Code Validation Program

This chapter presents the implementation of the answer code validation program for the code
writing problem (CWP) in Java Programming Learning Assistant System (JPLAS) [14].

3.1 Introduction
To assist Java programming learning of novice students, our group has developed the web-based
Java Programming Learning Assistant System (JPLAS). JPLAS provides various exercise problems
at various levels to cultivate code reading and code writing skills of students. Among them, the
code writing problem (CWP) asks a student to write a source code to pass the given test code where
the correctness is verified by running them on JUnit.

Previously, we have implemented the answer platform to help students to solve CWP assign-
ments effeciently by implementing the automatic runs of code tesing [4]. However, the teacher
needs to manually run the test code and the source code one by one to verify a lot of source codes
from students.

3.2 Previous Works of Code Writing Problem
In this section, we review our previous works of the code writing problem (CWP) and the answer
platform using Node.js.

3.2.1 Code Writing Problem
One assignment in the code writing problem (CWP) consists of the statement and the test code that
should be prepared by a teacher. A student is requested to write the Java source code that passes
every test case described in the test code. The correctness of the source code written by the student
is verified by running the test code with the source code on JUnit for code testing. The student
should write the source code by referring to the detailed specifications that are described in the test
code.

A teacher generates a new assignment for CWP through the following procedure:

1. To prepare the problem statement and the input data for the new assignment,

2. To prepare the model source code as the answer code of this assignment,
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3. To obtain the expected output data by running the model source code,

4. To write the test code using the input data and output data for test cases, and describing the
necessary information to implement the source code, and

5. To register the statement and the test code for the new assignment.

3.2.2 JUnit for Unit Testing
For code testing, JUnit is adopted as an open-source Java framework to support the test-driven
development (TDD) method. JUnit can assist the automatic unit test of a source code or a class.
Since it has been designed with the Java-user friendly style, the use is relatively easy for Java
programmers. Using JUnit, one test can be performed by using the method in the library whose
name starts with “assert”. The test code for CWP adopts the “assertEquals” method that compares
the execution result of the source code with its expected output data for the given input data.

3.2.3 Test Code
A test code is written by using the library in JUnit. The following myAdd class source code is
used to explain how to write a test code. This myAdd class returns the summation of two integer
arguments.

1 public class myAdd {
2 public int plus (int a, int b) {
3 return (a+b);
4 }
5 }

The following test code should be written to test the plus method in the myAdd class.

1 import static org.junit.Assert.*;
2 import org.junit.Test;
3 public class myAddTest {
4 @Test
5 public void testPlus(){
6 myAdd ma = new myAdd();
7 int result = ma.plus(1,4);
8 assertEquals(5, result);
9 }

10 }

The test code imports the JUnit packages containing test methods at lines 1 and 2, and declares
the myAddTest class at line 3. @Test at line 4 indicates that the succeeding testPlus method repre-
sents the test case, which describes the procedure for testing the output of the plus method. This
test is performed as follows:

1. The ma object for the myAdd class in the source code is generated in the test code.

2. The plus method of the ma object is called with the arguments for the input data 1 and 4.

3. The result of the method result is compared with the expected output data 5 using the as-
sertEquals method.
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3.2.4 CWP Answer Platform for Students
To assist students solving CWP assignments efficiently, we have implemented the CWP answer
platform as a web application system using Node.js. Figure 3.1 illustrates the software architecture.
It is noted that OS can be Linux or Windows. This platform follows the MVC model. For the model
(M) part, JUnit is adopted and the file system is used to manage the data instead of the database,
because every data is provided by files. Java is used to implement the programs. For the view
(V) part on the browser, Embedded JavaScript (EJS) is used instead of using the default template
engine of Express.js to avoid the complex syntax structure. For the control (C) part, Node.js and
Express.js are adopted together. JavaScript is used to implement the programs.

Figure 3.1: CWP software architecture.

Figure 3.2 illustrates the answer interface to solve an CWP assignment on a web browser. The
right side of the interface shows the test code of the assignment. The left side shows the input space
to write the answer source code. A student needs to write the code to pass all the tests in the test
code while looking at it. After writing the source code, the student needs to submit it to the system
by clicking the “Submit” button. Then, the code testing is applied immediately by compiling the
source code and running the test code with it on JUnit and returns the test results at the lower side
of the interface.

Unfortunately, the student needs to save the source code in the file whose name corresponds
to the test code name manually, in the current implementation of this platform. This source code
file is necessary to be submitted to the teacher for the final verification using the answer code
validation program. The implementation of the automatic file saving for submissions will be in
future works.
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Figure 3.2: CWP answer interface.

3.3 Answer Code Validation Program for Teachers
In this section, we present the implementation of the answer code validation program for the code
writing problem in JPLAS. Basically, this function is implemented by modifying the code testing
program in the answer platform so that it can test all the source codes in a folder automatically,
instead of testing only one source code. Thus, it assumes that each folder contains the source codes
for the same test code.

3.3.1 Folder Structure in File System
Figure 3.3 shows the folder structure in the file system for the answer code validation program.
The “test” folder inside the “addon” folder is used to keep the test code file and all the source code
files from students for each CWP assignment. The “codevalidator” folder contains the required
Java programs for testing the source codes and reporting the results. The other jar files and folders
are used to execute the code testing program. The text files of the answer code testing results
including the JUnit logs will be recorded in the “output” folder. From them, the program will
produce the CSV file in the “csv” folder, so that the teacher can easily check the results of all the
students in the CSV file.

Figure 3.3: Designated file system for answer code validation program.
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3.3.2 Procedure of Answer Code Validation
The following procedure is used for the answer code validation to check the correctness of the
source codes from the students to help the teacher.

1. The folder containing the source codes for each assignment using one test code is down-
loaded as a zip file. It is noted that a teacher usually uses an e-learning system such as
Moodle in his/her programming course.

2. The zip file is unzipped and stored in the corresponding folder under the “student codes”
folder inside the this project path.

3. The corresponding test code is stored in “addon/test” folder.

4. The program reads the test code.

5. The program reads each source code in the “student codes” folder, runs the test code with
the source code on JUnit, and saves the test result in the text file in the “output” folder. This
process is repeated until all the source codes in the folder are tested.

6. The program makes the summary of the test results for all the source codes by the CSV file
and saves it in the “csv” folder.

3.3.3 Example of Answer Code Validation Procedure
The example of folder structure and related files are illustrated in Figure 3.4. To facilitate the
process, the teacher requires to save the source code (“helloWorld.java” in this example) of each
student in the assignment folder (“Java CWP basic”) inside the student folder (“student1”) for
each assignment before running the program. It is noted that in the program, the folder structure
for the source codes can be customized by preferences. For example, when using Moodle, the
source code file for each student can be directly stored in the assignment-student folder.

Then, the test code (“helloWorldTest.java”) is executed by the program with every source
code sequentially, and the test output is recorded in the corresponding file (“student1 Java CWP
basic output.txt”) within the “output” folder. After testing all the source codes in the assignment

folder, the program writes all the test outputs in the CSV file (“student1 Java CWP basic.csv”)
within the “csv” folder.

The summary of test results of an example assignment and the directory/file sample can be
seen as follows.

No. Question Question Total Correct Failure
Type Name Tests

1 Java CWP basic HelloWorld 2 2 0

3.3.4 Advantages and Limitations
The answer code validation program utilizes automated testing techniques to validate the correct-
ness of the student solutions. It leverages JUnit, a widely-used testing framework in Java, to
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codevalidator

student codes

student1

student2

addon

test

Java CWP algorithm

Java CWP basic

output

student1 Java CWP basic output.txt

student2 Java CWP basic output.txt

csv

student1 Java CWP basic.csv

student2 Java CWP basic.csv

Figure 3.4: Example of file structures with folder hierarchy

execute the test code with each source code and assess their conformity to the expected output.
The program can automatically test a large number of student source codes in a short amount of
time. By executing the test code sequentially with each source code, it eliminates the need for
manual operations, reducing the time and efforts required by the teacher.

While the answer code validation program offers several advantages, it also has some limita-
tions. The program can identify whether a student’s solution produces the expected output or not.
However, it may not provide detailed insights into the specific errors or issues in the code. Further
manual analysis may be required to diagnose and address the exact problems in the students’ solu-
tions. The correctness of the validation heavily relies on the quality and coverage of the test cases
in the test code. If the test cases do not cover all the possible scenarios, the program may overlook
certain errors or inaccurately assess the students’ solutions. The program focuses solely on eval-
uating the output of the students’ source codes, using the predefined test cases. It may not fully
capture the overall understanding or design aspects of the solutions. The evaluation of subjective
or higher-level aspects of the assignments may still require manual assessments by the teacher.

3.4 Evaluation
In this section, we evaluate the answer code validation program through applications to the Java
programming course in Okayama University, Japan, in two years. The evaluation was conducted

15



to 2, 861 source codes from 12− 55 students, who were taking Java programming cource for 2022
and 2023. These source codes were processed using the answer code validation program, which
automatically verified the code and generated a report indicating the number of passed tests. The
evaluation was also focused on the performance of the students in terms of the pass rates of the test
cases.

3.4.1 CWP Assignments
In this course, four groups of CWP assignments were prepared with test codes. The programming
topics of them are basic grammar, data structure, object oriented programming, and fundamental
algorithms. They are considered to be at different levels of Java programming study. In addition,
two CWP assignments for the final examination in this course were prepared with the test codes.
The topic of each group, and the program name and the number of tests in the test code for each
CWP assignment can be seen in Table 3.1 for 2022 and Table 3.2 for 2023 in Java programming
course at Okayama University.
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Table 3.1: CWP assignments for 2022.

group topic ID program name # of test cases

basic grammar

1 CodeCorrection1 3
2 CodeCorrection2 3
3 EscapeUsage 2
4 HelloWorld 2
5 Hexadecimal 2
6 IfAndSwitch 4
7 MaxItem 6
8 MessageDisplay 2
9 MinItem 7

10 OctalNumber 2
11 ReturnAndBreak 3

data structure

12 ArrayListImp 7
13 HashMapDemo 6
14 LinkedListDemo 7
15 Que 5
16 Stack 5
17 TreeSetDemo 6

object oriented
programming

18 Animal 3
19 Animal1 3
20 AnimalInterfaceUsage 3
21 Author 3
22 Book 3
23 Book1 4
24 BookData 5
25 Car 4
26 Circle 3
27 GamePlayer 4
28 MethodOverloading 3
29 PhysicsTeacher 3
30 Student 3

fundamental
algorithms

31 BinarySearch 9
32 BinSort 5
33 BubbleSort 4
34 BubbleSort1 5
35 Divide 4
36 GCD 5
37 HeapSort 4
38 InsertionSort 4
39 LCM 5
40 QuickSort1 5
41 QuickSort2 4
42 QuickSort3 5
43 ShellSort 4

final examination
44 MakeArray 5
45 PrimeNumber 2
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Table 3.2: CWP assignments for 2023.

group topic ID program name # of test cases

basic grammar

1 CodeCorrection1 3
2 CodeCorrection2 3
3 EscapeUsage 2
4 HelloWorld 2
5 Hexadecimal 2
6 IfAndSwitch 4
7 MaxItem 6
8 MessageDisplay 2
9 MinItem 7

10 OctalNumber 2
11 ReturnAndBreak 3

data structure

12 ArrayListImp 7
13 HashMapDemo 6
14 LinkedListDemo 7
15 Que 5
16 Stack 5
17 TreeSetDemo 6

object oriented
programming

18 Addition 4
19 Animal 4
20 InterfaceOOP 3
21 Person 5
22 PersonName 3
23 PolymorphismOverride 4
24 Vehicle 3

fundamental
algorithms

25 BinarySearch 6
26 BinSort 3
27 BubbleSort 2
28 Divide 4
29 GCD 5
30 HeapSort 4
31 InsertionSort 3
32 LCM 5
33 QuickSort 3
34 ShellSort 3

final examination
35 DayofWeek 4
36 Rectangle, Circle 8

3.4.2 Solution Results
The CWP assignments were assigned to 12-55 students who were taking the Java programming
course in Okayama University, and the answer source codes from students were tested by the
answer code validation program. Then, we discuss the solution performances of the students from
the output of the program.
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3.4.2.1 Solution Results of Individual Students

First, we analyze the solution results of the students individually. Table 4.2 provides the number
of students to submit answer codes and the average rate of passed tests among all the tests for each
assignment group. The table shows that the number of students who submitted answer codes and
the average rate are both varied among the assignment groups. This is because the difficulty levels
and learning stages are much different among them, whereas every student has to answer the final
examination.

Table 3.3: Number of submitted students and average passing rate in each group.

group topic
2022 2023

# of students ave. rate (%) # of students ave. rate (%)
basic grammar 39 82.34 55 96.31
data structure 20 72.78 51 89.00

object oriented programming 16 84.38 53 99.64
fundamental algorithms 12 81.35 47 94.29

final examination 43 62.79 55 97.84

Figure 3.5 shows the average rate of passing the tests (%) for the CWP assignment group by
each student in 2022. Most of the students achieved over the 90% rate for each assignment group.
The total of 36 cases among 130 could not reach 50% because of the insufficiency of programming
knowledge and skills of the students.

Figure 3.5: Solution results for individual students (2022).
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Figure 3.6 shows the average rate of passing the tests (%) for the CWP assignment group by
each student in 2023. Most of the students achieved 100% correct rate for each assignment group.
Only 4 students could not reach 50%.

Therefore, the generated CWP assignments are appropriate levels for self-study by novice stu-
dents.

Figure 3.6: Solution results for individual students (2023).

3.4.2.2 Results of Individual Assignments

Next, we examine the solution results of the individual CWP assignments.
Figure 3.7 shows the rate of passing tests (%) for each of the 45 CWP assignments in 2022 Java

programming course. According to the results, the assignment at ID=24 resulted in the lowest
correct rate of 48.75%, and the assignments at ID=4, ID=20, and ID=31 achieved the highest
correct rate of 100%. The reason of the high correct rate is that the test cases in the test codes
for these assignments are simple and easy. Thus it is also easy to write the source codes for the
students. On the other hand, the reason of the low correct rate is that the test code is a little bit long
where the test cases can be difficult for the students. Therefore, to improve the correct rate, it will
be necessary to modify the test cases as simple as possible, which will be in our future works.
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Figure 3.7: Solution results for individual assignments (2022).

Figure 3.8 shows the rate of passing tests (%) for each of the 36 CWP assignments in 2023
Java programming course. According to the results, 10 assignments achieved the highest correct
rate of 100% and most of the assignments achieved the correct rate of over 90%. Therefore, the
students did really well in the class of 2023 Java programming course.

Figure 3.8: Solution results for individual assignments (2023).

3.4.2.3 Reducing Teacher Workload

We would like to discuss the load reduction results to examine the learning effectiveness of the
proposal in this section. Previously, the teacher needs to repeat the following steps for each of the
2, 861 source codes: 1) open the source code on an IDE such as VS-Code, 2) run the test code with
JUnit on the IDE, and 3) manually record the result in a text file.
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However, with the code validation program, the teachers need to paste the student source codes
in the project folder. By running the answer code validation program, the teachers can easily check
the correctness of the source codes from the students. The number of click operations can also be
reduced and Table 3.4 shows the CPU time of the proposal for each topic to show the effectiveness
of the answer code validation program. Therefore, the advantage of the proposal is to reduce
manual operations by a teacher.

Table 3.4: Load reduction results.

group topic
2022 2023

# of source codes
CPU Time

# of source codes
CPU Time

(mins) (mins)
basic grammar 429 7.46 605 10.53
data structure 120 2.27 306 5.80

object oriented programming 208 3.82 371 6.81
fundamental algorithms 156 2.53 470 7.62

final examination 86 0.87 110 1.2
total 999 16.95 1862 31.96

3.5 Summary
This chapter presented the implementation of the answer code validation program to help the
teacher in marking a lot of assignments for the code writing problem in the Java programming
learning assistant system (JPLAS). This program tests all the source codes from the students at
once for each assignment automatically, and reports the number of tests that each source code
passed with the CSV file. For evaluations, this program was applied to 2, 861 source codes from
12-55 students to CWP assignments in the Java programming course in Okayama University for
two years. The results confirms the validity and effectiveness of the proposal.
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Chapter 4

Intermediate State Testing for Fundamental
Algorithm Assignments

This chapter presents the intermediate state testing for fundamental algorithms assignments in
code writing problem (CWP) of Java Programming Learning Assistant System (JPLAS) [15].

4.1 Introduction
In JPLAS, the CWP asks a student to write a Java source code that passes the test code given in
the assignment. The test code will examine the correctness of the specifications and behaviors
of the source code through running on JUnit, called the test-driven development (TDD) method
[16]. In JUnit, one test can be performed by using one method in the library whose name starts
with “assert”. This paper adopts the “assertEquals” method to compare the execution result of the
source code with its expected value.

Test codes and source codes are fundamental components in the code writing problem of
JPLAS. Students write the source code with the goal of making it pass all the test cases defined in
the given test code. The test case acts as a reference or specification for the expected behavior of
the source code. By running the test code against the source code, a student can quickly evaluate
the correctness and functionality of the source code implementation. If the source code passes all
the test cases, it is an indication that the code is likely correct and performs as expected.

However, the test data in a test code is usually only one type and fixed. Thus, unit testing may
pass an incorrect source code that will only output the expected output described in the given test
code without implementing the requested procedure.

4.2 Test Code
In this section, we review the test code for code writing problem (CWP) in JPLAS.

4.2.1 JUnit
In order to facilitate code testing, an open-source Java framework JUnit is utilized, aligning with
the test-driven development (TDD) approach. JUnit can help the automatic unit test of a source
code or class. Java programmers can use it quite easily because it has been designed with the
user-friendly style for Java. With JUnit, performing a test is simplified through the test method
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in the library whose name starts with “assert”. In the case of CWP, the test code often adopts the
“assertEquals” method that compares the output generated by executing the source code with the
expected output data for a given set of input data.

4.2.2 Test Code
A test code is created by using the JUnit library. The BubbleSort class in Figure 5.1 is used to
explain how to write the corresponding test code. This BubbleSort class contains a method for
performing the bubble sort algorithm on an integer array. “sort(int[] array)” method performs the
basic bubble sort algorithm on the input array “array” and returns the sorted array.

1 package p3;
2 public class BubbleSort {
3 public int[] sort(int[] array) {
4 int n = array.length;
5 for (int i = 0; i < n − 1; i++) {
6 for (int j = 0; j < n − i − 1; j++) {
7 if (array[j] > array[j + 1]) {
8 int temp = array[j];
9 array[j] = array[j + 1];

10 array[j + 1] = temp;
11 }
12 }
13 }
14 return array;
15 }
16 }

Figure 4.1: Example source code for BubbleSort.

The test code in Figure 5.2 is designed for testing the sort method in the BubbleSort class in
Figure 5.1.

The test code includes import statements for the JUnit packages, which contain the necessary
test methods, at lines 2 and 3. At line 5, it also declares the BubbleSortTest class. The test code
contains test methods, annotated with “@Test” in line=6, showing that they are test cases that
JUnit, a testing framework, will run to check the output of the sort method. This test is performed
as follows:

1. Generate the bSort object of the BubbleSort class in the source code.

2. Call the sort method of the bSort object with the arguments for the input data.

3. Compare the result of the sort method at codeOutput with the expOutput data using the
assertEquals method.

4.3 Intermediate State Testing for Logic and Algorithms
In this section, we analyze the limitations of the current test code, and present the intermediate
state testing in the test code to solve them.
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1 package p3;
2 import org.junit.Test;
3 import static org.junit.Assert.*;
4 import java.util.Arrays;
5 public class BubbleSortTest {
6 @Test
7 public void testSort() {
8 BubbleSort bSort = new BubbleSort();
9 int[] codeInput1 = {8,7,4,1,5,9};

10 int[] codeOutput = bSort.sort(codeInput1);
11 int[] expOutput = {1,4,5,7,8,9};
12 try {
13 assertEquals("Test1:",Arrays.toString(expOutput),Arrays.toString(codeOutput));
14 } catch (AssertionError ae) {
15 System.out.println(ae.getMessage());
16 }
17 }
18 }

Figure 4.2: Example test code for BubbleSort.

4.3.1 Limitation of Current Test Code
First, we discuss the limitations of the above example test code in Figure 5.2.

4.3.1.1 Library Use

The limitation of the current test code lies in use of a library for implementing the logic or al-
gorithm. A student may use the library class/method without implementing the correct logic/al-
gorithm. For instance, a scenario is considered where it is required to implement a sorting algo-
rithm. Instead of implementing the algorithm from scratch, the student may rely on the library
that provides a pre-built sorting function. The student does not understand the fundamentals of the
logic/algorithm itself.

The following source code in Figure 4.3 shows this example for using a library without imple-
menting the algorithm. The current test code cannot check it.

1 package p3;
2 import java.util.Arrays;
3 public class BubbleSort {
4 public static int[] sort(int[] a) {
5 Arrays.sort(a);
6 return a;
7 }
8 }

Figure 4.3: Example source code for using library.

4.3.1.2 Implementation of Different Logic or Algorithm

The current test code cannot detect the implementation of the different logic or algorithm from
the requested one. The following source code in Figure 4.4 shows the example for implementing
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a different simple sorting algorithm. According to this example, the students may implement
selection sort or other simple sorting algorithms instead of bubble sort, as the final output is the
same for any sorting algorithm. To find this error, the intermediate state of the important variables,
such as the data to be sorted, should be checked, in addition to the final state.

1 package p3;
2 public class BubbleSort {
3 public static int[] sort(int[] a) {
4 int n = a.length;
5 for (int i = 0; i < n − 1; i++) {
6 int minIndex = i;
7 for (int j = i + 1; j < n; j++) {
8 if (a[j] < a[minIndex]) {
9 minIndex = j;

10 }
11 }
12 int temp = a[i];
13 a[i] = a[minIndex];
14 a[minIndex] = temp;
15 }
16 return a;
17 }

Figure 4.4: Example source code for implementing of different algorithm.

To address these limitations, we propose the intermediate state testing in the test code in the
following subsections.

4.3.2 Intermediate State Testing for Logic and Algorithms
The intermediate state testing checks the randomly selected intermediate state of the important
variables during the execution of the logic/algorithm. Figure 4.5 shows the test code to check the
values of the variables for the sorted data after two iterations are over, in addition to checking the
final values.

In the test code, the second input data codeInput2 represents the number of iteration steps to
be tested. To pass this test code, a student needs to additionally implement the sort(int[] a,
int iteration)method by overloading the original sortmethod in the source code. Figure 4.6
shows the source code to pass the test code in Figure 4.5. A student can easily implement the
method for intermediate testing from the original method, where only the for loop termination
condition needs to be modified. In addition, a student can practice the use of overloading.
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1 package p3;
2 import static org.junit.Assert.*;
3 import org.junit.Test;
4 import java.util.Arrays;
5 public class BubbleSortTest {
6 //intermediate state testing
7 @Test
8 public void testSortIteration() {
9 BubbleSort bSort = new BubbleSort();

10 int[] codeInput1 = {5,2,8,1,9};
11 int codeInput2 = 2;
12 int[] codeOutput = bSort.sort(codeInput1, codeInput2);
13 int[] expOutput = {2,1,5,8,9};
14 try {
15 assertEquals("Test 1:",Arrays.toString(expOutput),Arrays.toString(codeOutput));
16 } catch (AssertionError ae) {
17 System.out.println(ae);
18 }
19 }
20 //final state testing
21 @Test
22 public void testSort() {
23 BubbleSort bSort = new BubbleSort();
24 int[] codeInput1 = {8,7,4,1,5,9};
25 int[] codeOutput = bSort.sort(codeInput1);
26 int[] expOutput = {1,4,5,7,8,9};
27 try {
28 assertEquals("Test 2:",Arrays.toString(expOutput),Arrays.toString(codeOutput));
29 } catch (AssertionError ae) {
30 System.out.println(ae.getMessage());
31 }
32 }
33 }

Figure 4.5: Example test code for intermediate state testing.
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34 package p3;
35 public class BubbleSort {
36 // intermediate state
37 public static int[] sort(int[] a, int iteration) {
38 int i, j, temp;
39 for (i = 0; i < iteration; i++) {
40 for (j = 0; j < a.length − 1; j++) {
41 if (a[j] > a[j + 1]) {
42 temp = a[j + 1];
43 a[j + 1] = a[j];
44 a[j] = temp;
45 }
46 }
47 }
48 return a;
49
50 //final state
51 public static int[] sort(int[] a) {
52 int temp = 0;
53 for(int i=0; i < a.length; i++){
54 for(int j=1; j < (a.length − i); j++){
55 if(a[j−1] > a[j]){
56 temp = a[j−1];
57 a[j−1] = a[j];
58 a[j] = temp;
59 }
60 }
61 }
62 return a;
63 }
64 }

Figure 4.6: Example source code for intermediate state testing.

By observing the intermediate states, we can gain insights into whether the code behaves cor-
rectly at each step. This approach allows us to detect potential issues, such as incorrect loop
conditions, incorrect variable assignments, or improper algorithm implementations. It ensures that
the logic or algorithm is correctly implemented and functioning as intended.

The intermediate state testing plays a crucial role in assessing the code quality for several rea-
sons. Firstly, it helps identify logical errors or algorithmic flaws that may not be evident from the
final output alone. Secondly, it encourages students to think critically about their source codes
and consider the step-by-step executions of the codes. It promotes a deeper understanding of the
code’s behaviors and encourages better programming practices. Lastly, by incorporating interme-
diate state testing into the evaluation process, we can provide more comprehensive and accurate
assessments of the students’ abilities, where it highlights their understanding of the underlying
logic and their attentions to details. Therefore, by examining intermediate values of variables, it
provides insights into the step-by-step execution of the code and allows for the detection of logical
errors or algorithmic flaws.

4.4 Evaluation
In this section, we evaluate the proposal through applications to the Java programming course in
Okayama University, Japan, in two years. The evaluation was conducted to 590 source codes from
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59 students to 10 CWP assignments. These source codes were processed using the answer code
validation program, which automatically verified the source code and generated a report indicating
the number of passed tests. The evaluation was also focused on the performance of the students in
terms of the pass rates of the test cases.

4.4.1 CWP Assignments in Course
The Java programming course is offered to the third-year students in Okayama University, Japan.
They have studied C programming in the first year. 10 CWP assignments were prepared for study-
ing fundamental algorithms topic, considering their levels in Java programming study. The corre-
sponding test codes were made and given to the students. Then, a total of 120 source codes were
submitted from the students in 2022, and a total of 470 codes were in 2023.

Table 5.1 shows the group topic, the class name, the number of test cases in the test code,
and the number of students who submitted answer source codes in two years for each of the 10
CWP fundamental algorithms assignments. After submissions, the submitted source codes were
verified using the answer code validation program. After that, we analyzed the solution results of
the students.

Table 4.1: CWP assignments.

group ID class name # of # of students
topic test cases 2022 2023

fundamental algorithms

1 BinarySearch 9 12 47
2 BinSort 5 12 47
3 BubbleSort 4 12 47
4 Divide 4 12 47
5 GCD 5 12 47
6 HeapSort 4 12 47
7 InsertionSort 4 12 47
8 LCM 5 12 47
9 QuickSort 5 12 47

10 ShellSort 4 12 47

4.4.2 Individual Assignments Results
First, the solution results of the individual CWP assignments are analyzed. Figure 5.5 shows the
class name, and the average pass rate by the test data in the test codes that were given to the
students for the two years. When the average pass rate by the test data generated by the proposal
is different from that by the original test data, it is also shown with the bracket. The average pass
rate is calculated by dividing the number of passed test cases by the total number of test cases in
the test code.
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Figure 4.7: Results of individual assignments.

By comparing the two average pass rates for the “fundamental algorithms” group, the effec-
tiveness of the proposed test code is confirmed. It is noted that some source codes cannot pass
the test case for the intermediate state of the algorithm, because they use the library method or the
different algorithm. For the assignment with ID=1, the library method “Arrays.binarySearch()” is
used. For the assignments with ID=2, 3, 6, the library method “Arrays.sort()” is used. Moreover,
the enrollment in the Java programming course in 2023 increased compared to 2022. The class
is onsite in 2023 while the class was online in 2022. Therefore, we observed that the onsite class
had higher engagement levels than the online class. For the upcoming year, we are considering a
hybrid model that combines both onsite and online.

4.4.3 Individual Students Results
Next, we analyze the solution results of the individual students for the 10 CWP assignments.
Table 4.2 provides the number of submitted answer codes from the students and the average CPU
time for each assignment group for the two years.

Table 4.2: Number of students and results in each group.

group # of students # of source codes CPU Time (mins)
topic 2022 2023 2022 2023 2022 2023

fundamental
12 47 120 470 1.95 7.64

algorithms

Figure 4.8 presents the solution results of the individual students in 2022 and 2023. In 2022,
only 12 students answered to the “fundamental algorithms” assignments. It seems that many stu-
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dents did not understand or take the “fundamental algorithms” course that was offered in one year
before. Therefore, at the beginning of this Java programming course, it will be necessary to en-
courage students to study “fundamental algorithms” by themselves if they did not take the course,
because the algorithm programming is very important for them. In 2023, 47 students among them
tried to answer the “fundamental algorithms” assignments.

Figure 4.8: Solution results for individual students.

When examining the results of the individual students, the “fundamental algorithms” assign-
ments posed more challenges to them, as evidenced by the lower average pass rates. This result
highlights the need of emphasizing algorithmic programming skills to students.

4.5 Summary
This chapter presented the intermediate state testing for fundamental algorithms assignments. If
a student implements a different logic or algorithm including the use of library, the conventional
test code cannot find it. To improve problem-solving skills and develop strong foundations in
algorithmic thinking, the intermediate state testing can check the randomly selected intermediate
state of the important variables during the execution of the logic/algorithm. The results confirms
the validity and effectiveness of the proposal.
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Chapter 5

Dynamic Test Data Generation Algorithm

This chapter presents the dynamic test data generation algorithm for code writing problem (CWP)
in Java Programming Learning Assistant System (JPLAS) [15].

5.1 Introduction
In JPLAS, the CWP asks a student to write a Java source code that passes the test code given in
the assignment. The test code will examine the correctness of the specifications and behaviors
of the source code through running on JUnit. This test code approach is called the test-driven
development (TDD) method [16]. In JUnit, one test can be performed by using one method in the
library whose name starts with “assert”. This paper adopts the “assertEquals” method to compare
the execution result of the source code with its expected value.

Test codes and source codes are fundamental components in the code writing problem of
JPLAS. Students write the source code with the goal of making it pass all the test cases described
in the given test code. A test case acts as a reference or specification for the expected behavior of
the source code. By running the test code with the source code on JUnit, a student can quickly
verify the correctness and functionality of the implemented source code. If the source code passes
all the test cases, the code is likely correct and performs as expected.

However, the test data in a test code is usually only one case and fixed. Thus, unit testing may
pass an incorrect source code that will only output the expected output described in the given test
code without implementing the requested procedure.

5.2 Test Code
In this section, we review the test code for code writing problem (CWP) in JPLAS.

5.2.1 JUnit
In order to facilitate code testing, an open-source Java framework JUnit is utilized, aligning with
the test-driven development (TDD) approach. JUnit can help the automatic unit test of a source
code or class. Java programmers can use it quite easily because it has been designed with the
user-friendly style for Java. Using JUnit, performing a test is simplified through the test method
in the library whose name starts with “assert”. In the case of CWP, the test code often adopts
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the “assertEquals” method that compares the output data that will be generated by executing the
source code with the expected output data for a given set of input data.

5.2.2 Test Code
A test code is created by using the JUnit library. The BubbleSort class in Figure 5.1 is used to
explain how to write the corresponding test code. This BubbleSort class contains a method for
performing the bubble sort algorithm on an integer array. “sort(int[] array)” method performs the
basic bubble sort algorithm on the input array “array” and returns the sorted array.

1 package p3;
2 public class BubbleSort {
3 public int[] sort(int[] array) {
4 int n = array.length;
5 for (int i = 0; i < n − 1; i++) {
6 for (int j = 0; j < n − i − 1; j++) {
7 if (array[j] > array[j + 1]) {
8 int temp = array[j];
9 array[j] = array[j + 1];

10 array[j + 1] = temp;
11 }
12 }
13 }
14 return array;
15 }
16 }

Figure 5.1: Example source code for BubbleSort.

The test code in Figure 5.2 is designed for testing the sort method in the BubbleSort class in
Figure 5.1.

1 package p3;
2 import org.junit.Test;
3 import static org.junit.Assert.*;
4 import java.util.Arrays;
5 public class BubbleSortTest {
6 @Test
7 public void testSort() {
8 BubbleSort bSort = new BubbleSort();
9 int[] codeInput1 = {8,7,4,1,5,9};

10 int[] codeOutput = bSort.sort(codeInput1);
11 int[] expOutput = {1,4,5,7,8,9};
12 try {
13 assertEquals("Test1:",Arrays.toString(expOutput),Arrays.toString(codeOutput));
14 } catch (AssertionError ae) {
15 System.out.println(ae.getMessage());
16 }
17 }
18 }

Figure 5.2: Example test code for BubbleSort.
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The test code includes import statements for the JUnit packages, which contain the necessary
test methods, at lines 2 and 3. At line 5, it declares the BubbleSortTest class. The test code
contains test methods, annotated with “@Test” in line=6, showing that they are test cases that
JUnit, a testing framework, will run to check the output of the sort method. This test is performed
as follows:

1. Generate the bSort object of the BubbleSort class in the source code.

2. Call the sort method of the bSort object with the arguments for the input data.

3. Compare the result of the sort method at codeOutput with the expOutput data using the
assertEquals method.

5.3 Test Data Generation Algorithm
In this section, we discuss the limitations of the current test code, and present the test data genera-
tion algorithm in the test code to solve them.

5.3.1 Limitation of Current Test Code
First, we discuss the limitations of the current test code.

5.3.1.1 Fixed Data Output

The fixed test data in the test code can lead to the issue of cheating, where a student may rely on
the limited set of test cases to write the source code without truly understanding the concepts. The
following source code in Figure 5.3 shows one of such examples of the fixed output data for the
above test code in Figure 5.2.

1 package p3;
2 public class BubbleSort {
3 public static int[] sort(int[] array) {
4 int[] res = {1,4,5,7,8,9};
5 return res;
6 }
7 }

Figure 5.3: Example source code for fixed data output.

In this example, the source code directly returns the output without implementing any logic
or algorithm as the test case has the fixed output data. Therefore, the generation of the test data
algorithm should be implemented in order to dynamically change the test data and replace them
in the test code. This algorithm will analyze and identify the data type of the test data in the test
code, and will generate the new data to replace the fixed test data. This algorithm can reduce the
risk of cheating and improve the validity and reliability of the programming assignments.
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5.3.2 Test Data Generation Algorithm
The test data generation algorithm automatically generates and replaces the input data and the
expected output data for each test case in the given test code. To achieve this goal, we adopt
a standard format for describing them in the test code. Figure 5.4 shows the test code with the
standard format for testing the sort method in the BubbleSort class in Figure 5.1. In this standard
format, for each test case, the input data to the method under testing is given by codeInput1, the
output data from the method under testing is by codeOutput, and the expected output data is by
expOutput.

65 package p3;
66 import static org.junit.Assert.*;
67 import org.junit.Test;
68 import java.util.Arrays;
69 public class BubbleSortTest {
70 @Test
71 public void testSort() {
72 BubbleSort bSort = new BubbleSort();
73 int[] codeInput1 = {8,7,4,1,5,9};
74 int[] codeOutput = bSort.sort(codeInput1);
75 int[] expOutput = {1,4,5,7,8,9};
76 try {
77 assertEquals("Test1:",Arrays.toString(expOutput),Arrays.toString(codeOutput));
78 } catch (AssertionError ae) {
79 System.out.println(ae.getMessage());
80 }
81 }

Figure 5.4: Example of test code with standard format

5.3.2.1 Generating New Test Data

Once the data types are identified, the algorithm can generate new test data based on each data
type. The approach for generating test data can vary depending on the specific data type. Here are
some considerations for generating different data types:

• For integer types, random numbers within a specified range can be generated.

• For floating-point types, random real numbers within a specified range can be generated.

• For arrays, the algorithm can determine the array size and populate it with random values
based on the element type.

• For strings, various strategies can be used, such as generating random strings, using existing
word lists, or incorporating specific patterns or constraints based on the assignment require-
ments.

The goal here is to generate a diverse set of test data that covers different scenarios and edge cases
to ensure comprehensive testing.
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5.3.2.2 Replacing Test Data

Once a new test data is generated, the algorithm replaces the original test data in the test code with
this newly generated test data. This ensures that each test case is executed with different input
values. There are some limitations for complex data types.

5.3.2.3 Automatic Test Data Generation Procedure

The procedure for the test data generation algorithm is described as follows:

1. Read the input data from the test code with the standard format.

2. Detect the input data by codeInput1 and find the data type.

3. Generates the new input data according to the following procedure:

• For int, an integer number between 2 and 10 is randomly selected.

• For double and float, a real number between 2.0 and 10.0 is randomly selected.

• For int[], the array size between 5 and 10 is randomly selected at first and an integer
number between -99 and 99 is randomly selected.

• For double[] and float[], the array size between 5 and 10 is randomly selected at first
and a real number between -99 and 99 is randomly selected.

• For the String and String[], an English full name is randomly selected by using names
library. The array size between 5 and 10 is randomly selected for String[]. The other
data type will be considered in our future works.

4. Replace the input data for codeInput1 in the test code by the newly generated input data.

5. Run the newly generated test code with the correct source code on JUnit, where the correct
source code needs to be prepared for each assignment.

6. Find the expected output data from the JUnit log.

7. Replace the expected output data for expOutput in the test code by this expected output
data.

5.4 Evaluation
In this section, we evaluate the proposal through applications to the Java programming course in
Okayama University, Japan, in two years. The evaluation was conducted to 1, 005 source codes
from 83 students to 15 CWP assignments. These source codes were processed using the answer
code validation program, which automatically verified the code and generated a report indicating
the number of passed tests. The evaluation was also focused on the performance of the students in
terms of the pass rates of the test cases.
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5.4.1 CWP Assignments in Course
The Java programming course is offered to the third-year students in Okayama University, Japan.
They have studied C programming in the first year. A total of 28 students took this course in 2022,
where a total of 55 students did in 2023.

15 CWP assignments were prepared for the two groups of basic grammar and fundamental
algorithms topics, considering their levels in Java programming study. The corresponding test
codes were made and given to the students. Then, a total of 260 source codes were submitted from
the students in 2022, and a total of 745 codes were in 2023.

Table 5.1 shows the group topic, the class name, the number of test cases in the test code, and
the number of students who submitted answer source codes in two years for each of the 15 CWP
assignments. After submissions, the submitted source codes were verified using the answer code
validation program. After that, we analyzed the solution results of the students.

Table 5.1: CWP assignments.

group ID class name # of # of students
topic test cases 2022 2023

basic
grammar

1 CodeCorrection1 3 28 55
2 CodeCorrection2 3 28 55
3 MaxItem 6 28 55
4 MinItem 7 28 55
5 ReturnAndBreak 3 28 55

fundamental
algorithms

6 BinarySearch 9 12 47
7 BinSort 5 12 47
8 BubbleSort 4 12 47
9 Divide 4 12 47
10 GCD 5 12 47
11 HeapSort 4 12 47
12 InsertionSort 4 12 47
13 LCM 5 12 47
14 QuickSort 5 12 47
15 ShellSort 4 12 47

5.4.2 Individual Assignments Results
First, the solution results of the individual CWP assignments are analyzed. Figure 5.5 shows the
class name, and the average pass rate by the test data in the test codes that were given to the
students for the two years. When the average pass rate by the test data generated by the proposal is
different from that by the original test data, it is also shown with the bracket. The average pass rate
is calculated by dividing the number of passed test cases by the total number of test cases in the
test code. Here, we generated three different sets of random test data, and tested the source codes
by them.

By comparing the two average pass rates for the “fundamental algorithms” group, the effec-
tiveness of the proposed test code was confirmed. In the assignment with ID=14, the method in
the source code of one student returned the output data in the test case instead of implementing
the algorithm, which was found by applying the random test data. It is noted that some source
codes cannot pass the test case for the intermediate state of the algorithm, because they use the
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Figure 5.5: Results of individual assignments.

library method or the different algorithm. For the assignment with ID=6, the library method
“Arrays.binarySearch()” is used. For the assignments with ID=7, 8, 11, the library method “Ar-
rays.sort()” is used. Moreover, the enrollment in the Java programming course in 2023 increased
compared to 2022. The class is onsite in 2023 while the class was online in 2022. Therefore, we
observed that the onsite class had higher engagement levels than the online class. For the upcoming
year, we are considering a hybrid model that combines both onsite and online.

5.4.3 Individual Students Results
Next, we analyze the solution results of the individual students for the 15 CWP assignments.

Figure 5.6 and 5.7 present the solution results of the individual students in 2022 and 2023, re-
spectively. In 2022, all of the 28 students correctly answered to the “basic grammar” assignments,
whereas only 12 students answered to the “fundamental algorithms” assignments. It seems that
many students did not understand or take the “fundamental algorithms” course that was offered in
one year before. Therefore, at the beginning of this Java programming course, it will be necessary
to encourage students to study “fundamental algorithms” by themselves if they did not take the
course, because the algorithm programming is very important for them. In 2023, all of the 55 stu-
dents answered to the “basic grammar” assignments and 47 students among them tried to answer
the “fundamental algorithms” assignments.
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Figure 5.6: Solution results for individual students in 2022.

Figure 5.7: Solution results for individual students in 2023.
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5.5 Summary
This chapter presented the dynamic test data generation algorithm for code writing problem
(CWP) assignments. For them, we defined the standard format of writing test cases in the test
code. By dynamically generating various test data with different data types and replacing them in
the test code, we enhanced the validity of CWP assignments and reduced the risk of cheating. We
evaluated the proposal through applications to the Java programming course in Okayama Univer-
sity, Japan, in two years. The evaluation was conducted to 1, 005 source codes from 83 students to
15 CWP assignments. The results confirmed the validity and effectiveness of the proposal.
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Chapter 6

Naming Rules Checking Function in Code
Validation Program

This chapter presents the naming rules checking function in the code validation program for Java
Programming Learning Assistant System (JPLAS) [17].

6.1 Introduction
Generally, to master readable codes is critical at the programming learning stage in order to de-
velop good coding habits and skills. A readable code can be realized by following coding rules,
which may be composed of naming rules, coding styles, and potential problems. Coding rules
[18] represent a set of rules or conventions for producing high quality source codes. By follow-
ing coding rules, the uniformity of the code can be maintained, which enhances the readability,
maintainability, and scalability. Developing good coding habits and skills are important not only
for academic settings but also for professional software development environments. Especially,
naming conventions checks are crucial in Java programming educations. Therefore, to foster code
writing abilities of novice students, it is essential to master how to write readable codes using
proper names for variables, classes, and methods. They can improve understandability and main-
tainability of source codes which will help fast and easy completions of programming assignments
by students.

Although a teacher usually explains the naming conventions during classes in the Java pro-
gramming courses, students may fail to follow them and make codes far from readable ones. How-
ever, if the teacher wants to check checking naming errors from the submitted source codes, he/she
needs to check them manually, which is time-consuming.

6.2 Previous Works of Code Writing Problem in JPLAS
In this section, we review our previous works of the code writing problem (CWP) and answer code
validation program for teachers in JPLAS.

6.2.1 Overview of Code Writing Problem (CWP)
In code writing problem (CWP), the student needs to write Java programming source code that
can satisfy the predefined test cases contained in the test code. Source code testing is employed to
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validate the accuracy and correctness of the source codes by utilizing JUnit to execute the test code
alongside with the source code. The students should follow the detailed specifications provided in
the test code in order to ensure the accurate implementation of the source code.

The following steps show the generation steps to generate a CWP instance for the teacher:

1. Create the problem statement with the input data for the new assignment

2. Collect the model source code as the solution for this assignment

3. Run the model source code to obtain the expected output

4. Write the test code using the input and output data to make sure the code works properly and
include the necessary details to write the source code for the students

5. Register the test code with the statement and test cases for the new assignment

6.2.2 Answer Code Validation Program for Teachers
The answer code validation program for CWP in JPLAS has been implemented to help teachers in
checking the correctness of the source codes submitted from the students. This program facilitates
the automatic testing of all the student source codes stored in a folder for a specific assignment
using the same test code. The process involves the following steps:

1. The zip file containing the source codes for each assignment using one test code is down-
loaded. It is noted that a teacher usually uses an e-learning system such as Moodle in the
programming course.

2. The zip file is then unzipped and stored in the corresponding folder under the “student codes”
directory within the project directory.

3. The corresponding test code is stored in the “addon/test” folder.

4. The program proceeds to read each source code in the “student codes” folder. It then runs
the test code with the source code on JUnit, saving the test result in a text file within the
“output” folder. This process repeats until all the source codes in the folder are tested.

5. Finally, the program generates a summary of the test results for all the source codes in a CSV
file and saves it in the “csv” folder.

6.3 Naming Rule Checking Function
In this section, we present the implementation of the naming rule checking function to help the
teacher in finding the naming errors from a lot of source codes from students. We consider four
naming rules to write a readable code and implement the naming rule checking function to check
whether the given code follows them. Basically, this function is implemented by modifying the
naming rules testing program in [18] so that it can check all the source codes in a folder automati-
cally.
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6.3.1 File Structures with Folder Hierarchy
Figure 6.1 shows the folder structure in the file system for the naming rule checking function.
The “src” folder contains the required Java programs necessary for checking the source codes and
generating the result reports. Within the “student codes” directory, the course folders contains
various assignments such as Basic Grammar, with subfolders for each student (e.g., “Student1”),
which hold their respective Java files (e.g., “helloWorld.java”). The function stores the text files
of the naming rule checking results, including the student ID and assignment name in the “output”
folder. From them, the function can produce the CSV files, which provide a summary of the results
for all students and individual assignments, enabling the teachers to easily check the results, into
the “csv” folder.

student codes

JPLAS

Basic Grammar

Student1

helloWorld.java

...

TI 1C Basic Programming

...

output

Basic Grammar naming check result.txt

...

csv

Basic Grammar naming check result.csv

Basic Grammar naming check result summary.csv

...

src

model

NamingConventions.java

...

word

abstractTango.txt

commonTango.txt

EnglishTango.txt

Figure 6.1: Designated file system for naming checking function.

6.3.2 Four Naming Rules
The naming rule checking function finds the naming errors from a source code based on the fol-
lowing four rules:

1. Camel Case: Every identifier name must use Camel case. It is checked using regular ex-
pressions.
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2. English Dictionary: Each identifier name must be a valid English word found in an English
dictionary. If a name uses multiple words in Camel case, it is split into individual words.
This check helps prevent spelling mistakes and ensures words are understandable.

3. Abstract Word: Identifiers should avoid using abstract words such as data, size, and make.
A specific list of such abstract words is prepared for this check.

4. Word Length: The length of any identifier name should be between 3 and 17 characters,
except for common short words used in programming like i and j for loop pointers.

6.3.3 Procedure of Naming Checking Function
The naming rule checking function that will check the naming errors of source code files and
generate a CSV file containing the results, will be described in the following procedure.

1. Read a source code from each student.

2. Check the four naming rules of the code.

3. Record the results in a text file and save it in the output folder.

4. Repeat the procedure for every source code in the folder.

5. Generate the CSV file in the csv folder and save the summary result for all the codes there.

6.3.4 Example of Testing Result
In this subsection, we exhibit an example of testing result in the proposed naming rule checking
function using the source code for BubbleSort class in Listing 6.1.

Listing 6.1: Example source code
1 class BubbleSort {
2 public static int[] bubble sort(int[] a) {
3 int size = a.length;
4 int t = 0;
5 for(int i=0; i < size; i++){
6 for(int j=1; j < (size−i); j++){
7 if(a[j−1] > arr[j]){
8 t = a[j−1];
9 a[j−1] = a[j];

10 a[j] = t;
11 }
12 }
13 }
14 return a;
15 }
16 }

The example naming rule test results are shown in Table 6.1. In the example results, the method
name bubble sort does not follow the Camel case, which should be corrected to bubbleSort.
The variable names a and t are too short, which should be corrected to array and temp for
example, respectively. They are more descriptive and commonly used. The variable name size is
abstract, which should be replaced with a more specific name like numArray to clearly represent
the array size.
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Table 6.1: Naming rules test result.

Identifier name Error
bubble sort not Camel case

a, t length
size abstract word
i, j proper name

6.4 Analysis of Application Results
In this section, we applied the naming rule checking function to a total of 2, 908 source codes
submitted from students for assignments in Java programming courses in Okayama University,
Japan, Malang State Polytechnic, Indonesia, and Yamaguchi University, Japan, and analyzed the
application results.

6.4.1 Courses and Topics
The assignments in the courses can be categorized into six groups, namely, JPLAS in Okayama
University, TI 1C Basic Programming, TI 1I Basic Programming, and MI 3D Algorithm and Data
Structure in Malang State Polytechnic and Test1 and Test2 in Yamaguchi University. Basically,
these groups have different levels and different number of students. Table 6.2 shows the university
name, the course name, the group topic, and the number of total source codes for each group. It is
noted that the TI 1I Basic Programming course in Malang State Polytechnic, is offered in English
as it is intended for the International students.
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Table 6.2: Course name and topics for evaluations.

university course ID
group # of
topic source codes

Okayama University JPLAS

1 Basic Grammar 547
2 Data Structure 293
3 Object Oriented Programming 465
4 Fundamental Algorithms 370
5 FinalExam1 55
6 FinalExam2 110

Malang State Polytechnic

TI 1C Basic
Programming

7 Quiz1 34
8 Quiz2 49
9 midExam 49
10 finalExam 18

TI 1I Basic
Programming

11 Quiz1 35
12 Quiz2 29
13 midExam 24
14 finalExam 30

MI 3D
Algorithm
and Data
Structure

15 Quiz1 49
16 Quiz2 60
17 midExam 40
18 finalExam 74

Yamaguchi University

Test1
19 Test1 1 98
20 Test1 2 99
21 Test1 3 100

Test2
22 Test2 1 95
23 Test2 2 95
24 Test2 3 90

6.4.2 Analysis Results of Individual Groups in Okayama University
First, we analyze the solution results of the individual groups by the students in JPLAS in Okayama
University, Japan.

6.4.2.1 Results for Basic Grammar

Figure 6.2 shows the instance ID, the number of proper names, and the number of errors in identi-
fier names found by the function for each rule for basic grammar. It is noted that a proper name
indicates the one following the rules. It indicates that most students used proper identifier names
in their source codes whereas a small number of students made errors in the naming rules.
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Figure 6.2: Results for basic grammar.

6.4.2.2 Results for Data Structure

Figure 6.3 shows the instance ID, the number of proper names, and the number of errors in iden-
tifier names found by the function for each rule for data structure. It indicates that most students
used proper identifier names in their source codes whereas some students misused abstract words,
such as data in the identifier names.

Figure 6.3: Results for data structure.

6.4.2.3 Results for Object Oriented Programming

Figure 6.4 shows the instance ID, the number of proper names, and the number of errors in iden-
tifier names found by the function for each rule for object oriented programming. It indicates that
most students used proper identifier names in their source codes. The students follow the Camel
case style in their source codes for this group.
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Figure 6.4: Results for object oriented programming.

6.4.2.4 Fundamental Algorithms

Figure 6.5 shows the instance ID, the number of proper names, and the number of errors in identi-
fier names found by the function for each rule for fundamental algorithms. It indicates that most
students used proper identifier names in their source codes whereas a small number of students
made errors in the naming rules. Here, we can see that the students used higher number of identi-
fiers for this topic than other three topics.

Figure 6.5: Results for fundamental algorithms.

6.4.2.5 Final Exam

Figure 6.6 shows the instance ID, the number of proper names, and the number of errors in identi-
fier names found by the function for each rule for final exam. It indicates that most students used
proper identifier names in their source codes whereas a small number of students made errors in
the naming rules. For FinalExam1, the length errors are most commonly found in a, b, and d in
the source codes.
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Figure 6.6: Results for final exam.

6.4.3 Analysis Results of Individual Groups in Malang State Polytechnic
Next, we analyze the solution results of the individual groups by the students in Malang State
Polytechnic, Indonesia.

6.4.3.1 TI 1C Basic Programming

Figure 6.7 shows the group topic, the number of proper names, and the number of errors in iden-
tifier names found by the function for each rule for TI 1C basic programming course. It indicates
that most students did not use English words for identifier names, although they used the English
alphabet. The alphabet is used as the symbol in the Indonesian language. Moreover, depending on
the fixed identifier names in the questions, most of them are in Indonesian.

Figure 6.7: Results for TI 1C basic programming.
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6.4.3.2 TI 1I Basic Programming

Figure 6.8 shows the group topic, the number of proper names, and the number of errors in iden-
tifier names found by the function for each rule for TI 1I basic programming course. As this
course is conducted in English, the analysis result indicates that most students used proper iden-
tifier names in their source codes, while some Indonesian students did not use English words for
identifier names.

Figure 6.8: Results for TI 1I basic programming.

6.4.3.3 MI 3D Algorithm and Data Structure

Figure 6.7 shows the group topic, the number of proper names, and the number of errors in iden-
tifier names found by the function for each rule for TI 1C basic programming course. It also
indicates that most students did not use English words for identifier names, where some of the
identifier names in the questions were written in Indonesian language.

Figure 6.9: Results for MI 3D algorithm and data structure.
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6.4.4 Analysis Results of Individual Groups in Yamaguchi University
Next, we analyze the solution results of the individual groups by the students in Yamaguchi Uni-
versity, Japan.

6.4.4.1 Test1

Figure 6.10 shows the group topic, the number of proper names, and the number of errors in identi-
fier names found by the function for each rule for Test1 course. It indicates that most students used
proper identifier names in their source codes. However, most of the students did not use English
words for identifier names, although they used the English alphabet in Test1 1. The alphabet is
used as the symbol in the Japanese language, which is known as Romaji. Moreover, depending on
the fixed identifier names in the questions, most of them are in Romaji.

Figure 6.10: Results for Test1.

6.4.4.2 Test2

Figure 6.11 shows the group topic, the number of proper names, and the number of errors in
identifier names found by the function for each rule for Test2 course. It indicates that most students
used proper identifier names in their source codes whereas a small number of students made errors
in the naming rules. For Test2 1 and Test2 3, the dictionary errors are most commonly found in
bn, bs, and sn in the source codes.
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Figure 6.11: Results for Test2.

6.4.5 Percentage Analysis Results of Naming Convention in Each Course
Table 6.3 shows the group topic, the usage of proper names, and the usage of errors in identifier
names found by the function for each rule in percentage (%). It is noted that a proper name
indicates the one following the rules.

Table 6.3: Summary of application results.

course group topic proper name length Camel case dictionary abstract word

JPLAS

Basic Grammar 90% 5% 2% 3% 1%
Data Structure 65% 8% 2% 10% 15%

Object Oriented Programming 62% 34% 1% 2% 1%
Fundamental Algorithms 77% 16% 1% 5% 2%

FinalExam1 54% 43% 2% 1% 0%
FinalExam2 86% 8% 3% 4% 0%

TI 1C Basic
Programming

Quiz1 6% 2% 12% 80% 0%
Quiz2 29% 7% 8% 55% 1%

midExam 19% 1% 11% 69% 0%
finalExam 21% 2% 10% 65% 3%

TI 1I Basic
Programming

Quiz1 65% 0% 6% 28% 1%
Quiz2 64% 4% 5% 25% 2%

midExam 36% 1% 5% 57% 0%
finalExam 58% 6% 14% 17% 5%

MI 3D
Algorithm
and Data
Structure

Quiz1 14% 1% 10% 73% 1%
Quiz2 32% 5% 8% 51% 3%

midExam 19% 4% 4% 68% 4%
finalExam 16% 2% 5% 76% 1%

Test1
Test1 1 45% 18% 0% 36% 0%
Test1 2 58% 33% 0% 1% 8%
Test1 3 57% 26% 0% 17% 0%

Test2
Test2 1 62% 15% 1% 2% 2%
Test2 2 72% 24% 0% 3% 0%
Test2 3 75% 8% 1% 15% 0%

The analysis results revealed that (1) most students in Okayama University used appropriate
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identifier names in source codes, as they were required to adhere to the specifications described
in test codes; (2) most students in Malang State Polytechnic did not use English words for identi-
fier names, although they used the English alphabet, since the alphabet is used in the Indonesian
language; (3) latter students used a significantly higher number of identifiers than former students,
since they did not use test codes to guide them; (4) most students in Yamaguchi University also did
not use English words for identifier names due to the fixed identifier names in the questions and
Romaji.

These results confirmed the effectiveness and validity of the proposal in checking the coding
rules of a lot of source codes from students, and the efficacy of the use of test codes in code
writing assignments for correcting names. We will encourage the use of test codes for code writing
assignments in Malang State Polytechnic, Indonesia, and Yamaguchi University, Japan.

6.5 Summary
This chapter presented the implementation of naming rule checking function to check whether the
given code follows the four naming rules to write a readable code. For evaluations, we applied the
proposal to 2, 908 source codes submitted from students in Java programming courses in Okayama
University, Japan, Malang State Polytechnic, Indonesia, and Yamaguchi University, Japan. The
results confirms the validity and effectiveness of the proposal.
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Chapter 7

Code Modification Problem for Client-side
Programming Using JavaScript

This chapter presents the code modification problem (CMP) for client-side programming using
JavaScript in JavaScript Programming Learning Assistant System (JSPLAS) [19].

7.1 Introduction
Nowadays, JavaScript has become popular in web programming using Node.js, since it can be
used on both client and server sides to make web pages interactive in a web application system
[12]. JavaScript is adopted in 97% websites in the world, making it the most popular client-
side and server-side scripting language for web client programming. By combining the common
web technology by the Hyper Text Markup Language (HTML) and Cascading Style Sheets (CSS),
JavaScript can provide dynamic features on a web page. The structure and meaning of the page are
provided in HTML. The layout, background colors, and fonts used in HTML content are described
in CSS. Then, the document object model (DOM) is used for JavaScript interactions with them.
Therefore, web client programming using JavaScript has increased values to add dynamic features
and functions in web pages by well working with HTML and CSS. To support self-studies of
JavaScript programming, JavaScript Programming Learning Assistant System (JSPLAS) has been
studied by modifying JPLAS for Java programming.

However, due to the fact that most web pages are written with the combination of JavaScript,
HTML, and CSS, any type of the exercise problem currently available in JSPLAS may not be
suitable for studying web programming. After studying each language separately, students need to
relate them in the source code in client-side programming and server-side programming.

7.2 Proposal of Code Modification Problem (CMP)
In this section, the code modification problem (CMP) for self-study of JavaScript based web client
programming in PLAS is discussed.

7.2.1 Definition of CMP
In a CMP instance, a source code containing the HTML/CSS elements and the functions to be
studied here, and a pair of the screenshot of the original web page generated by the code and the
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screenshot of the slightly altered web page are provided to students. These web pages could have
different parameters, functionalities, or variables. Then, the students are requested to modify the
source code to generate the altered web page. By solving the given CMP instances, it is expected
that the students can master the basic concepts of web client programming and understand the
interacted use of HTML, CSS, and JavaScript in the source code. String matching is used to check
the correctness of any answer in the source code.

7.2.2 Design Goal of CMP
CMP is designed with the following goals:

1. Source codes of various kinds are provided along with full forms in order to assist novice
students with learning web client programming using JavaScript.

2. By answering the questions in CMP instances correctly, students can learn how to generate
web pages using various JavaScript functions.

3. As a result of using string matching, the student feedback is immediately provided when the
answers are automatically marked.

4. A novice student who has never studied web client programming can answer the questions
without encountering serious difficulties.

7.2.3 CMP Instance Generation Procedure
The following procedure can be used to generate a new CMP instance:

1. From a website or book that contains the library functions to be examined in this instance,
choose a proper source code with HTML, CSS, and JavaScript to develop the web page.

2. Save the screenshot of the web page after running the source code in a web browser.

3. Identify and determine the parts of the source code that students should modify to better
understand the intended functionality. This step is manually carried out currently. The auto-
matic processing will be studied in future works.

4. Save the screenshot of the altered web page after running the modified source code in a web
browser.

5. Due to the fact that HTML tags are not visible on web browsers, replace the HTML tags
with the HTML entities according to their numbers and names.

6. Make the input text file for the newly created CMP instance that consists of the problem
statement, the original source code, and the modified source code as the correct solution.

7. Using this text file, generate the CMP instance files, which are combined with the HTML,
CSS, and JavaScript, for the answer interface on a web browser using the instance generation
program. It should be noted that this program has already been implemented and used for
GUP, VTP, EFP, and CCP.

8. Insert the screenshots of the original and modified web pages into the HTML file for the
CMP instance.
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7.3 Example of CMP Instance Generation
Next, an example web page source code will be used to discuss the details of the CMP instance
generation.

7.3.1 Original Source Code
The original source code should include the fundamental JavaScript library functions for web client
programming to be studied in this instance. The example source code in Figure 7.1 shows the web
page that displays the alert box after clicking Submit button from accepting the user name in the
input form.

Figure 7.1: Original source code for CMP instance #19.

7.3.2 Original Web Page
The screenshot of the original source code for CMP instance #19 in Figure 7.2 shows the web
page that was created using the source code in Figure 7.1. This generated web page is offered as a
reference for understanding the source code.

Figure 7.2: Web page by source code for CMP instance #19.
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7.3.3 Modified Source Code
The original source code can be transformed into the modified source code by changing a few
parameters and functions. It is important for students to understand the connections among the
corresponding elements of HTML, CSS, and JavaScript when creating web pages. Figure 7.3
displays the source code for the correct answer. In this example instance, it is necessary to change
the text messages in the alert box and the button, and the type and the name in the “input” tag.

Figure 7.3: Modified source code for CMP instance #19.

7.3.4 Modified Web Page
Figure 7.4 shows the screenshot of the altered web page by the modified source code.

Figure 7.4: Modified web page for CMP instance #19.

7.3.5 Answer Interface
The answer interface is implemented using HTML, CSS, and JavaScript, where the JavaScript
program handles the answer marking for the CMP instance. This allows both the online use and
the offline use of the answer interface. In order to prevent students from cheating, the correct
answers in any CMP instance are encrypted using SHA256 [9].
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Figure 7.5 illustrates the answer interface for the CMP instance that requests the change of
the form for the alert box. The source code lines in the input forms, which are indicated by red
backgrounds, must be modified by students to complete this CMP instance. To better understand
the source code, students can also download and run the source code, if they want to see how the
web page is created and how it works.

After completing all the required changes in the input fields, the student can click the “An-
swer” button to confirm the validity of the answers. The relevant input form’s background color
is changed to red if the answer on the line is incorrect. Otherwise, it turns white. The student can
submit their answers again until every answer is verified as correct.

7.4 Two-Level Answer Marking
When a student clicks the answer button in the interface, the two-level marking is applied for
marking the student answers. The answer is marked through the string matching of the whole
statement using the Java program at the web server for online, or using the JavaScript program
at the student browser for offline. The statement in the student answer and the corresponding
statement in the original code are compared.

This marking process is executed at two levels in our implementation. The first level marking
examines the statements after removing the spaces and tabs from the answers. To avoid confusions
of novice students on use of spaces or tabs, this first level marking does not consider the spaces
and tabs in the string matching.

However, to encourage a student to be aware of a readable code, the correct insertions of
tabs and spaces are important in the source code. Also, the indentation is of utmost importance
in HTML, CSS, and JavaScript programming, and plays a vital role in determining the syntax,
structure, and readability of the code. Therefore, we need to carefully consider spaces, tabs, and
indentations in program codes. As the result, the second level marking marks the statements in-
cluding the spaces and tabs. If the answer statement contains a missing tab or space, or extra one,
the warning message will be returned to the student in the answering interface.

7.4.1 First-Level Marking
First, the first-level marking is applied to the answer source code. Here, after every space and tab
is removed from the answer code, each statement is compared with the correct one without a space
or tab. If they are different, the corresponding input form of the statement is highlighted by the
pink background to suggest that at least one character in the answer statement is different from the
correct one. Otherwise, the following second-level marking is applied.

7.4.2 Second-Level Marking
In the second-level marking, the whole statement, including the spaces and tabs, will be compared
between the answer code and the original code. If they are different, it is highlighted by the yellow
background. Otherwise, the form is not highlighted at all.
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Figure 7.5: Answer interface for CMP instance #19.
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7.5 Evaluation
This section evaluates the proposed code modification problem (CMP) for web client programming
using JavaScript.

7.5.1 Generated CMP Instances
In this evaluation, 25 CMP instances are generated, to examine fundamental concepts and functions
in web client programming for performing dynamic behaviors of web pages using JavaScript,
HTML, and CSS. The topic/function, the number of lines in the source code, and the number of
elements that need to be modified for each CMP instance are displayed in Table 7.1. Other topics
like using media devices will be studied in our upcoming works.

Table 7.1: Generated CMP instances.

ID topic/function
# of lines # of modified elements

HTML/CSS JavaScript HTML/CSS JavaScript
1 JavaScript object 6 4 1 4
2 JavaScript class 13 10 2 2
3 JavaScript math 7 3 3 1
4 click button 10 3 2 1
5 disable button 12 20 2 3
6 circle drawing 5 14 0 5
7 unordered list 19 7 6 3
8 radio button 11 4 5 1
9 checkbox 8 12 1 1
10 information and color change 15 3 5 1
11 color form type 10 12 2 2
12 element position change 27 10 2 2
13 rotating image 14 7 1 3
14 clickable image map 23 5 3 1
15 image button with counter 22 7 3 3
16 background image position change 21 6 4 2
17 text transformation from text area 37 11 7 1
18 file input type with alert box 25 5 8 1
19 input form with alert box 9 6 2 2
20 numbers addition/subtraction from input form 33 8 3 2
21 progress bar with clicking button 23 23 4 3
22 slider control with range input type 39 9 10 1
23 bar chart drawing from input value 49 14 5 3
24 table row insertion with button 41 9 8 3
25 table column deletion with button 66 16 32 2

7.5.2 Solution Results
A total of 37 first-year master students in Okayama University, Japan, who have not taken any
formal course of JavaScript programming, were assigned these 25 CMP instances. Prior to this
assignment, we only offered a few websites as references to them.
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7.5.2.1 Results of Individual Students

The results of the 37 individual students are first analyzed in our evaluations. The correct answer
percentage (%) and the number of submissions in average among the 25 CMP instances are shown
for each student in Figure 7.6.

Figure 7.6: Results for each student.

According to the results, out of the 37 students, 22 students correctly answered the questions
and achieved the 100% correct rate, and 10 students scored above 90%. Only five students could
not reach 90%. Among these five students, three are considered giving up answering the problems
as zero answer submission attempts, and two students had not solved and submitted all the prob-
lems. Therefore, in general, the novice students can solve the generated CMP instances through
self-study of web client programming using JavaScript.

Since each instance requires at least one submission of the answer, 25 is the least number
to solve the 25 CMP instances. There are 131.4 submission times on average. These students
generally submitted answers 2 − 14 times to solve one CMP instance. As a result, they carefully
prepared and checked their answers before submitting them.

7.5.2.2 Results of Individual Instances

Next, we examine the solution results of individual 25 CMP instances. The correct answer percent-
age (%) and the number of submissions on average are shown for each of the 25 CMP instances
among the 37 students in Figure 8.3.

According to the results, the instance at ID=18 gets the lowest correct rate, which is 90.8%,
and the instance at ID=7 achieves the highest correct rate, which is 100%. The maximum number
of submissions is 10 for the instances at ID=18 and ID=23 and the minimum ones are 3.3 for
the CMP instances of the instances at ID=2, ID=17 and ID=19. Regarding the proportion of the
correct answers, 30 elements/functions are needed to be changed in the instance at ID=18. In this
case, we can assume that students looked at the screenshots rather than reading the instructions.
Some students had not tried to solve this problem from the answer results. In contrast, the source
code of the instance at ID=7 was simple for students where they just need to change the colors and
the lists.

As for the number of submission, the instances at ID=2, ID=17, and ID=23 are simple to find
the necessary modifications. On the other hand, the instances at ID=18 and ID=23 require several
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modifications. Thus, students submitted their answers 10 times on average. In general, the CMP
instances are simple to be solved. However, some instances contain long source codes, where
students took time to read and understand them, and made higher submission times.

Figure 7.7: Solution results for individual CMP instances.

7.6 Project Assignment for Learning Effect Evaluation
In this section, we present the project assignments to evaluate learning effects of the code modifi-
cation problem (CMP) in JavaScript-based web-client programming.

7.6.1 Overview
The proposed CMP is designed for students to read a source code carefully by asking changes
of some parameters, values, or messages there, and to understand how to use the HTML/CSS
elements and the JavaScript library functions appearing in the code for web client programming.
However, the CMP does not ask writing source codes by students, which will be a weak point of
this approach. Thus, we will evaluate learning effects in code writing to students after solving the
CMP instances.

For this purpose, we prepared two project assignments, requesting to design the web pages and
complete the source codes by referring to some given CMP instances. We made the corresponding
answer interface to the project assignment that contains the problem statement on the requirements,
the input form for the answer source code, the web page output area by running the code, and the
hint including the sample page layout, the related CMP instances, and the short instruction video.
The web page by the code is shown so that students can easily test their source codes. The project
assignments were assigned to the same students after solving the 25 CMP instances.
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7.6.2 Project Assignment #1
The first project assignment is Timer that requires to implement the text input form, the start,
stop, and clear buttons, and the time counting funcion by using the interval function. Figure 7.8
illustrates the sample web page.

7.6.2.1 Problem Statement

In this assignment, the problem statement is given by:
“Create and develop simple “Timer” using HTML, CSS and JavaScript. The timer will count the
minutes by using setInterval ( ) function. You can see the hints by clicking the ’Hint’ button below.
You can also try to write and run the code in the ‘Code’ area and see how your code works in the
‘Output’ area. If your code is OK, you can save your project with your student ID.”

Figure 7.8: Sample Timer page for assignment #1.

7.6.2.2 Hint

In this assignment, the hints are given by:
“For Timer, you will need the input form to set the minutes and two buttons: start and stop for
setting the timer based on the user input value. You can also see Problem #19 and #21 for the
reference.
For the layout interface, you can create your free design for the simple minute count timer. In the
following example video, the timer will start as soon as the user inputs the minutes value and starts
the timer button. The timer will be stopped and clear the interval when the user click the stop timer
button.
The setInterval( ) method executes a function or evaluates an expression at specified intervals
for JavaScript library functions (in milliseconds). Until clearInterval() is invoked or the window
is closed, the setInterval( ) method will keep running the procedure. The ID value returned by
setInterval( ) is used as the parameter for the clearInterval( ) method.”

7.6.2.3 Result and Discussion

Among the 37 students, only seven students completed this project assignment by making the
source codes satisfying the requirements on the interface and functions. Five students among them
achieved the 100% correct rate in solving the 25 CMP instances.
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Feedbacks from other students who could not complete this assignment suggested that they
found difficulties in combined use of HTML, CSS, and JavaScript, which usually results in long
source codes. They also found difficulties in debugging source codes, because the web browser
does not show any error message at running them. The use of an advanced IDE returning the error
messages should be recommended to edit the source code in web-client programming.

Then, it was observed that the web page designs of the submitted source codes are unique from
each other. Some pages show the timer with minutes and seconds. Some additionally show hours,
and even years, months, and days. It is concluded that these seven students well studied web-client
programming using JavaScript.

7.6.3 Project Assignment #2
The second project assignment is Calculator that requires to implement the table layout, the result
area, the text input form, the calculation button, and the four arithmetic operations of addition,
subtraction, multiplication, and division. Figure 7.9 illustrates the sample web page. Numbers
(0-9), and operators (+, −, ∗, /, %, =) should appear in the table layout and the result area.

7.6.3.1 Problem Statement

In this assignment, the problem statement is given by:
“Create and develop simple “Calculator” using HTML, CSS, and JavaScript. The calculator may
contain numbers (0-9), simple basic calculations (+, −, ∗, /, %, =) and result area to show the
calculation answers. The hints can be seen by clicking the ’Hint’ button below. It is also possible
to write and run codes in the ‘Code’ area and see how the code work in the ‘Output’ area. If the
code is OK, it can be saved with your student ID.”

Figure 7.9: Sample Calculator page for assignment #2.

7.6.3.2 Hint

In this assignment, the hints are given by:
“For Calculator, you will need numbers, operators, and display area for the results.
For the layout interface, you can create your free design for your calculator. In the following
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example video, table layout and onclick function is used to getting the inputs. You can also see
Problem #25 for the reference.
For JavaScript library functions, you can use any arithmetic function for calculation in JavaScript.
Here, the simple eval( ) function is used in the example. But, using eval( ) in real-world applica-
tions is far more dangerous. We used it here for keeping our project simple.”

7.6.3.3 Result and Discussion

The same seven students completed this project assignment using the table layout design. Their
implementations of the arithmetic operations are similar but not the same among them as in the
first project assignment.

7.7 Summary
This chapter presented the code modification problem (CMP) in programming learning assistant
system (PLAS) for self-study of web client programming using JavaScript. The proposed CMP
is designed for students to read a source code carefully by asking changes of parameters, values,
or messages there, and to understand how to use the HTML/CSS elements and JavaScript library
functions appearing in the code. Students can submit the answers until achieving the correct an-
swers. String matching is used to check the correctness of any answer. Based on the results of
the students’ solutions, the validity of the proposal has been confirmed. Additionally, two sim-
ple project assignments were assigned to the students to evaluate learning effects in code writing
abilities.
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Chapter 8

Code Modification Problem for Server-side
Programming Using JavaScript

This chapter presents the code modification problem (CMP) for server-side programming using
JavaScript in JavaScript Programming Learning Assistant System (JSPLAS) [20].

8.1 Introduction
Nowadays, JavaScript has become popular in developments of web application systems using
Node.js, since it can be used on both client and server sides to make interactive web pages [12].
JavaScript is adopted in 97% websites in the world, making it the most popular scripting lan-
guage for web client programming. By combining the common web technology by the Hyper Text
Markup Language (HTML) and Cascading Style Sheets (CSS), JavaScript can provide dynamic
features on a web page. The structure and meaning of a page are provided in HTML. The layout,
colors, and fonts used in HTML contents are described in CSS. The document object model (DOM)
is used for their interactions with JavaScript programs. Web client programming using JavaScript
has increased values to add dynamic features and functions in web pages by well working with
HTML and CSS. To support self-studies of JavaScript programming, JavaScript Programming
Learning Assistant System (JSPLAS) has been studied by modifying JPLAS for Java program-
ming.

Most web pages are made with the combination of JavaScript, HTML, and CSS. As a suitable
exercise problem type for them, the code modification problem (CMP) has been adopted in JSPLAS
for web programming. After studying each language separately, students will study how to relate
them in the source code through CMP.

8.2 Overview of Code Modification Problem (CMP)
In a CMP instance for server-side programming, an overview of the concept to be studied, a source
code using it, and a set of code modification requests are given to a student. Then, he/she needs to
modify the source code to satisfy the code modification requests by carefully reading the source
code and finding the parts to be modified. The correctness of the answer is checked through
string matching between the answer code and the correctly modified code. Unlike for client-side
programming, no screenshots are given because the source code is related to logic.

The design goals of CMP are described by:
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1. Source codes of various kinds are provided along with full forms in order to assist novice
students with learning web server-side programming using JavaScript.

2. By answering the questions in CMP instances correctly, students can learn how to generate
web pages using various JavaScript functions.

3. As a result of using string matching, the student feedback is immediately provided when
answers are automatically marked.

4. A novice student who has never studied web client programming can answer the questions
without encountering serious difficulties.

8.3 CMP Instance Generation Procedure
A new CMP instance can be generated by the following procedure:

1. Select a source code from a website or a textbook that is suitable for the current topic study.

2. Find important parts (functions, variables, parameters, etc.) in the source code to be modi-
fied.

3. Prepare another source code by replacing the modified parts from the original source code.

4. Put together the source code and the modified source code for the correct answers into one
text file.

5. Run the program with the text file as the input to generate the CMP instance with HTML/C-
SS/JavaScript files for the answer interface.

6. Add the descriptions and instructions of the original and modified source into the HTML file
in the CMP instance files.

8.4 Example of CMP Instance Generation
Here, we explain an example CMP instance to study the HTTP module for responding a text/html
file.

8.4.1 Concept Overview
The following overview of the HTTP module concept is given:

HTTP module can create an HTTP server that listens to the server ports and gives
a response back to the client. If the response from the HTTP server is supposed to
be displayed as an HTML file, it includes an HTTP header with the correct content
type: res.writeHead(200, {\Content-Type": \text/html"}), where 3-digit
HTTP status codes allow us to know whether a specific HTTP request has been suc-
cessfully completed.
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8.4.2 Source Code
The following source code of using HTTP module for responding a text/html file is in this instance:

1 var httpServer = require("http");
2 httpServer.createServer(function (request, response) {
3 response.writeHead(201, {"Content-Type": "text/plain"});
4 response.write("Hello World!");
5 response.end();
6 }).listen(3000);

8.4.3 Code Modification Requests
The following code modification requests are given to modify the source code in this instance,
where the intension of each request is noted in the brackets:

• Change the “response.writeHead(201, {“Content-Type”: “text/plain”});” to “response.writeHead(201,
{“Content-Type”: “text/html”});”. (how to change the text format in the web page from plain
to html)

• Change the status code ”201 (created)” to ”200 (all response is OK)”. (how to change the
status code)

• Change “Hello World!” to “NodeJS response as HTML type”. (how to change the output
message)

• Change the ”port 3000” to ”port 8080”. (how to change the port number of this application)

8.4.4 Answer Interface
The two-column CMP answer interface for server-side programming is made by slightly modifying
the one for client-side programming in [19]. Since the screenshots are not given here, the code
modification requests in the instance are described at the right side of the interface. Figure 8.1
illustrates the answer form for this instance. By clicking the “Answer” button, the correctness of
the answer is checked line-by-line. If one answer line is not correct, the corresponding background
color becomes red. The student can submit answers again until all the answers become correct.

Figure 8.1: Answer interface for example CMP instance.
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8.5 Evaluation
This section evaluates the proposed code modification problem (CMP) for server-side program-
ming using JavaScript.

8.5.1 Generated CMP Instances
In this section, we generated 10 CMP instances for basic topics in server-side programming, and
assigned them to 64 students to evaluate the feasibilty. Table 8.1 shows the instance ID, the topic,
the number of lines in the source code, the number of elements to be modified, the average number
of answer submissions by the students, and the correct answer rate by them in each instance.

Table 8.1: CMP instances and solution results.

ID topic # of lines # of elements to be modified
1 HTTP (as message) 5 8
2 HTTP (as text/html) 6 4
3 File System (write) 9 5
4 File System (append) 6 6
5 File System (read) 8 7
6 File System (delete) 8 4
7 URL 8 11
8 NPM 8 7
9 Express 13 8

10 Event 18 10

8.5.2 Solution Results
Then, we assigned the instances to 64 students in Okayama University, Japan, and State Polytech-
nic of Malang, Indonesia, who have not studied JavaScript programming formally. Besides, before
this assignment, we did not give any lecture on server-side programming using JavaScript to them.
Instead, we only gave some useful web sites on for their references.

8.5.2.1 Solution Results of Individual Students

First, we analyze the solution results of the 64 students individually. Figure 8.2 shows the average
correct answer rate (%) and the average number of submission times among the 10 instances for
each student. The average rate is 98%. 49 students achieved the 100% rate and 11 did over 90%.
Only four students could not reach 90% but just over 80%. The average number of submission
times is 13.1. Each student solved one instance by submitting answers 2−14 times. They carefully
checked their answers before submissions.

8.5.2.2 Solution Results of Individual Assignments

Next, we analyze the solution results of the 10 CMP instances individually. Figure 8.3 shows the
average correct answer rate (%) and the average number of submission times among the 64 students
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Figure 8.2: Solution results for individual students.

for each instance. All the instances achieved over 96% correct rate. The highest submission
number is 12.5 for ID = 10 and the lowest one is 3.5 for ID = 5. In ID = 4, which achieved the
96.09% correct rate, some elements are needed to be modified, where the students could answer
them correctly using the instruction in this instance. However, some students missed modifying
the parameter and variable in the instance. Thus, the instruction should be improved. In ID = 10,
as the code is a little bit long, many students needed to submit answers many times. The results
show that the generated CMP instances are at appropriate levels for self-study by novice students.

Figure 8.3: Solution results for individual CMP instances.
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8.6 Summary
This chapter presented the code modification problem (CMP) for self-studies of web server-side
JavaScript programming. The proposed CMP is designed for students to understand the basic
concepts of Node.js to create the web applications using JavaScript. Since the server-side pro-
gramming needs to use various JavaScript library functions together, reading and understanding
sample source codes using them will be an effective way to study. Students can submit the an-
swers until achieving the correct answers where string matching is used to check the correctness
of any answer. Based on the results of the students’ solutions, the validity of the proposal has been
confirmed.
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Chapter 9

Related Works in Literature

In this section, we introduce some related works to this thesis.

9.1 Programming Education and Learning
In [21] [22], Ala-Mutka et al. and Konecki made contributions by highlighting common challenges
faced by novice programmers and discussing existing approaches and discussions on program-
ming teaching. Numerous tools were proposed to assist students to solve programming difficul-
ties. Among them, ToolPetcha, which was proposed by Queiros et al., is the tool that serves as a
automated programming assistance [23].

In [24], Piteira et al. investigated the challenges and difficulties encountered by learners in the
process of learning computer programming. This study focused on understanding specific areas or
concepts that students find challenging when acquiring programming skills. Through the analysis
of the difficulties faced by the learners, the authors provided insights and recommendations for
improving programming educations.

In [25], Li et al. presented a learning environment based on games, aiming at assisting novice
students in programming educations. The environment employs game creation tasks to simplify the
comprehension of fundamental programming concepts. Additionally, it incorporates visualization
techniques that enable students to interact with game objects, facilitating their understanding of
crucial programming principles.

In [26], Nguyen et al. discussed the development of an intelligent chatbot designed for ed-
ucational purposes, particularly in programming courses. It introduced the Integ-Rela model, a
method for integrating multiple knowledge domains to form a comprehensive knowledge base.
The chatbot acts as a virtual tutor, aiding students in learning programming concepts. The effec-
tiveness of this system was demonstrated through experiments, showing its potential as a practical
tool in e-learning environments.

In [27], Tung et al. discussed the implementation of Programming Learning Web (PLWeb). It
can provide an integrated development environment (IDE) for teachers to create exercises and a
user-friendly editor for students to submit solutions. Features like visualized learning status and a
plagiarism detection tool were added in the system to assist the learning and teaching process.

In [28], Matsumoto et al. examined the impact of a puzzle-like programming game called
Algologic to learning programming. It focused on the achievement degree of students after learning
of programming and reported the analysis result. This study found a positive relationship between
students’ performance in the game and their success in learning programming.
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In [29], Okonkwo et al. focused on a chatbot called RevBot, which was developed to help
students practice past exam questions in Python programming. Using the Snatchbot Chatbot API,
RevBot was designed to interact with students, providing questions and answers for revisions. The
paper highlighted the potential of RevBot as a useful tool in educational contexts, especially for
introductory programming courses.

In [30], Staubitz et al. addressed the challenge of providing practical programming exercises
and automated assessment in Massive Open Online Courses (MOOCs). They focused on the devel-
opment of an approach that combines hands-on programming exercises with automated assessment
tools to enhance the learning experience in online programming courses.

In [31], Zinovieva et al. conducted a comparative assessment of multiple online platforms
used for programming education. They specifically selected engaging assignments from hack-
errank.com, an educational site for students. The study examined user experiences with online
coding platforms (OCP) and compared the features of different platforms that could be employed
for teaching programming to computer science and programming enthusiasts through distance
learning.

9.2 Code Writing in Programming Study
In [32], Denny et al. introduced the assessment on a web-based tool named CodeWrite, which was
designed to facilitate drill and practice for Java programming. The tool relies on students to create
exercises that can be shared within their class. However, it should be noted that the absence of a
testing tool like JUnit limits the range of possible variations for program testing.

In [33], Shamsi et al. introduced a grading system named eGrader, specifically designed for
introductory Java programming courses. The system utilizes a graph-based approach for grading,
where dynamic analysis of submitted programs is performed using JUnit, and static analysis is
conducted based on the program’s graph representation. The accuracy of the system was validated
through experimental evaluations.

In [34], Mei et al. presented a test case prioritization technique called JUPTA that utilizes
estimated coverage information obtained from static call graph analysis of test cases in JUnit. The
authors demonstrated that test suites prioritized by JUPTA exhibited greater effectiveness in terms
of fault detection compared to random and untreated test orderings.

In [35], Kitaya et al. a web-based automatic scoring system designed for Java programming
assignments. The system accepts a student’s Java application program as input and promptly pro-
vides a test result, including a compiler check, JUnit testing, and result evaluation. This system
shares similarities with the code writing problem in JPLAS, where the result test can be incorpo-
rated into the existing JUnit test.

In [36], Szab et al. introduced a Java code grading feature named MeMOOC, which auto-
matically evaluates syntactical, semantical, and pragmatic aspects of code. The grading pro-
cess involves compilation checks, Checkstyle analysis, and JUnit testing, specifically designed
for MOOC.

In [37], Edwards et al. explored the use of test-driven development (TDD) in the classroom.
TDD is shown to provide students with automatic and concrete feedback on their performance,
leading to improved learning outcomes. The paper highlights the benefits of TDD in enhancing
student engagement, comprehension, and problem-solving skills in computer science education.

In [38], Edwards et al. provided their insights of using test-driven development (TDD) with
an automated grader. This paper shared the advantages and challenges encountered while imple-
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menting TDD in the context of computer science education and the evaluation of effectiveness
using that automated grading system. Through discussion, the authors highlighted on how TDD
with automated grader enhances the student learning and gives the valuable comments on their
programming assignments.

In [39], Desai et al. presented a survey of evidence regarding the use of test-driven develop-
ment (TDD) in academia. The authors explored existing literature and studies related to TDD im-
plementations in educational settings. The paper examined the benefits, challenges, and outcomes
associated with TDD adoptions in computer science educations. By analyzing the evidence, the
authors provided insights into the impact of TDD on the student learning, skill development, and
overall educational effectiveness.

In [40], Elgendy et al. presented a method using Genetic Algorithms (GAs) for automatically
generating test data for ASP.NET web applications. It introduced new genetic operators designed
for the unique structure of web applications, aiming to improve the efficiency and coverage of test
data generations. The paper demonstrated the tool’s effectiveness through case studies and empir-
ical evaluation, highlighting its utility in enhancing the reliability of ASP.NET web applications.

9.3 Code Readability and Maintenance
In [41], Oliveira et al. investigated the impact of code readability and legibility on software main-
tenance. They reviewed human-centric studies to understand developers’ perceptions of code read-
ability and proposed a framework assessing both subjective and objective aspects of code legibility.
This research is crucial for improving practices in software maintenance and evolution.

In [42], Boswell et al. provided strategies aimed at improving code clarity and understandabil-
ity. They emphasized the importance of writing simple, easily readable, and maintainable code,
offering practical tips applicable across various programming languages. This guide is valuable
for developers seeking to enhance code legibility and software quality.

In [43], Whalley et al. examined the relationship between code readability and the ease of
writing. By analyzing the challenges faced by beginners, they aimed to quantify task difficulty and
provide insights for designing more effective educational tools for teaching programming.

In [44], Sedano explored the effects of code readability testing on software development.
Through tests among software engineers, the author assessed how readability impacts code quality
and maintenance. The findings suggested that readability testing can significantly improve soft-
ware development efficiency, providing crucial insights for both practitioners and educators.

9.4 JavaScript Programming Study
In [45], Maskeliunas et al. proposed an interactive serious programming game for JavaScript
programming course at their university. The gamification pattern-based method was used to create
this game, together with the Technology Acceptance Model (TAM), and the Technology-Enhanced
Training Effectiveness Model (TETEM). Using pre-test and post-test knowledge evaluations, TAM,
and TETEM, they presented the game’s evaluation findings.

In [46], Arawjo et al. proposed an educational game approach called Reduct to instruct novice
students on fundamental JavaScript programming principles, such as functions, Booleans, equiv-
alence, conditional expressions, and mapping functions onto sets. The designs used theories of
progression design and skill learning to scaffold concepts and motivate players to create accurate
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mental models of the codes. The current objective of this paper is to teach up to the level of
advanced and fundamental functional programming in JavaScript.

In [47], Appleton described a prototype system to aid students in learning the web language
JavaScript. They discussed how portable intelligent exercises activities were implemented and
tested them in the web programming course. According to survey assessment data, they demon-
strated that the system may assist students in learning of JavaScript, the web-based programming
language.

In [48], Uehara proposed the JavaScript development environment (JDE) for the purpose of
supporting programming education. The JDE offers a setting in which JavaScript programming
may be done anywhere, at any time. Additionally, the JDE may offer comprehensive snippet
features and makes it possible to write code using a limited number of actions. It is appropriate for
usage on smartphones because it is an environment based on a browser. The JDE can edit HTML,
CSS, and JavaScript-enabled web pages.

In [49], Vostinar presented contributions of an interactive e-learning course for teaching web
technologies including JavaScript and HTML as a component of the Moodle platform. This course
may have been taught using traditional methods of instruction, or an alternative, utilizing the Scrum
agile software development methodology and the EduScrum teaching methodology.
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Chapter 10

Conclusion

In this thesis, I presented studies of the answer code validation program for the code writing
problem in Java programming and the code modification problem in JavaScript programming.

Firstly, I presented the answer code validation program to help a teacher in assigning a lot of
CWP assignments to many students in a Java programming course in a university or professional
school. This program automatically tests and verifies all the source codes from students running
the test code on JUnit, and reports the number of tests that each source code could pass with the
CSV file. By looking at the summary of the test results of all the students, the teacher can easily
grasp the progress of students and grade them.

Secondly, I presented the intermediate state testing in the test code for data structure and
algorithms assignments. Against the assignment request, a student may use the library without
implementing the correct logic/algorithm in the source codes. If a student implements a different
logic or algorithm including the use of library, the conventional test code cannot find it, since it
only checks the final state of the logic/algorithm. To improve problem-solving skills and develop
strong foundations in algorithmic thinking, the intermediate state testing can check the randomly
selected intermediate state of the important variables during the execution of the logic/algorithm.

Thirdly, I presented the test data generation algorithm. The fixed test data in the test code
may lead to the issue of cheating, where a student relies on the limited set of test cases to write
the source code without truly understanding the concepts. The test data generation algorithm
identifies the data type, randomly generates a new data with this data type, and replaces it for each
test data in the test code, so that the source code can be tested with various input data in the test
code. By dynamically changing the test data, it is expected to reduce the risk of cheating and
enhance the validity of CWP assignments.

Fourthly, I presented the naming rules checking function in the answer code validation program
for CWP in JPLAS for novice students, to master writing readable codes using proper names for
variables, classes, and methods in Java programming. The naming rules checking function finds
the naming errors in the source code. The students will master in writing readable codes using
proper names for variables, classes, and methods at the early stage of programming studies.

Finally, I presented the code modification problem (CMP) as a new type of exercise problem
in JavaScript Programming Learning Assistant System (JSPLAS), to study web client-side and
server-side programming using JavaScript. The goal of CMP is for the students to carefully read
the source code and comprehend how to use the components and functions through modifying
parameters, values, or messages. The CMP instance gives a source code using the functions to be
studied and the screenshot of the web page generated by it. Then, it requests to modify the code
to generate another web page given by the screenshot. The correctness of any answer is checked
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through string matching with the correct one. I evaluated the effectiveness through applications
to university students and the application results confirmed the validity and effectiveness of the
proposed contributions.

In future works, we will study test codes for other logic or algorithms in mathematics, physics,
and engineering topics, generate new assignments for other topics, and apply naming rules check-
ing function in courses in Java programming. Besides, we will study the code modification problem
(CMP) for other topics and investigate the effectiveness in JavaScript programming.
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